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INTRODUCTION 
E-learning and blended learning [1] are rapidly developing world-wide systems. 
Currently, it is not possible to imagine any educational process without e-
components or a holistic e-learning system. The main aim of such systems is to 
provide quality knowledge in a convenient form for its consumer – a learner.  

At the same time, abundance of educational information and learning 
materials does not guarantee perfect knowledge. Educational materials should be 
carefully structured to cater for learners’ needs and preferences with the aim to 
provide them with quality knowledge and guarantee the learning success.  

All present-day knowledge in education is changing so fast that educators 
cannot predict what the 21th century students will need to know tomorrow. 
Instead, teachers should be helping to develop learning skills and strategies so that 
learners will be able to learn whatever they need to.  

A combined set of knowledge, skills and attitudes is essential to 
strengthen productivity, entrepreneurship and excellence in an environment, 
which is based on technologically complex and sustainable products, processes 
and systems. Similarly, educators could improve the quality and nature of 
education.  

Thereby, the objective of education today is to teach students more 
effectively using fundamental knowledge and modern techniques.  

In present study the author aims to demonstrate that maximizing and 
personalizing learning support, which is composed of successful teaching 
strategies and techniques, greatly helps students with different backgrounds and 
preferences to reach the high level of knowledge.  

Motivation for the Study and Research Object  

Nowadays Computer Science is an imprescriptible part of any curriculum, and its 
content develops and changes fast. The general aim of this science is to develop 
logical, analytical and computational thinking by using computer on the highest 
level in any field of its applying.  

One of the central places in modern computer education takes the concept 
Computational thinking [2, 3], which embraces: 

 the ability to think algorithmically; 
 the ability to think in terms of decomposition; 
 the ability to think in generalisations, identifying and making use of 

patterns; 
 the ability to think in abstractions, choosing good representations; 
 the ability to think in terms of evaluation [4]. 
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Computational thinking skills enable pupils to access parts of the 
Computing subject content. Importantly, they relate to thinking skills and problem 
solving across the whole curriculum and though life in general. Computational 
thinking is a series of thinking activities of human being who apply the methods 
and theories of Computer Science to simplify, insert, transform and simulate 
problems [5]. Computational thinking includes skills such as conceptualizing at 
multiple levels of abstraction, defining and clarifying a problem by breaking it 
down into relational components, and testing and retesting plausible solutions [6]. 

Based on contemporary literature, it can be argued that Computer Science 
teaching and learning has been considered to be difficult [7]. There are a number 
of reasons for this. Firstly, Computer Science subjects involve complex 
conceptual understandings, the acquisition of basic knowledge, highly technical 
terms and problem-solving skills. Secondly, students need to have proficiency in 
technical and practical skills with a range of hardware and software. Finally, 
Computer Science courses must include strong collaborative learning 
opportunities between students, their peers and teachers to develop problem-
solving skills and apply complex theory to practical applications [8]. 

In addition, some challenges are related to teachers’ own difficulties or 
the fact that the students have difficulty in understanding the material and in 
problem solving [9].  

According to the author’s opinion, basic challenges, which learners and 
teachers can face, are clearly classified and introduced in [10].   

It should be certainly noted here that named sources also suggest ways to 
solve named issues. All these techniques successfully work and bring positive 
results. 

Having reviewing the literature and on the basis of colleagues’ and 
author’s own experience in Computer Science Basics teaching the author should 
mark that new approach to teaching computing is needed. The novelty of the 
present thesis is the combination of two facts in teaching: “what learners know 
before me” and “how they learn with me”.  The second concept in this approach 
is programming basics teaching technique. This technique is based on 
visualization and building algorithms rather than syntax and uses the first 
programming language as a support in future learning. 

The author’s experience in Computer Science Basics teaching is 
connected with teaching first year non-IT students at university, schoolteachers 
and school pupils of different ages. They all have one common feature – they are 
all beginners in computing. However, they all differ in their degree of motivation: 
university students are non-motivated or low-motivated group; schoolteachers are 
more motivated and school pupils are very motivated learners. 



 
13 

There is need to specify that Computer Science Basics content for these 
groups of learners also differs. University students have compulsory course in 
their curriculum, which consists of two parts: informative work and introduction 
to programming. Courses for schoolteachers and school pupils are non-mandatory 
and include only programming basics. 

In order to apply the proposed theory into practice and to check its validity 
it has been decided to conduct an experiment with the Computer Science Basics 
course of the Department of Software Science at Tallinn University of 
Technology.  

There was also an additional reason for this experiment - the course and 
approach to teaching needed revision. This course turned out to be rather difficult 
for most of the first year non-IT students. It resulted in lack of motivation and low 
examination grades. Moreover, as students’ feedback showed in 2010, their 
comprehension of Computer Science Basics topics was at the critical level – 1,6 
out of a possible 5. As follows from surveys of the first-year students, it was 
associated with a low level of school knowledge and, as a result, heavy perception 
of the subject.  

Enumerated facts demonstrated that it was necessary to redesign the 
educational material and restructure the learning and teaching processes in the 
way that course content would be easy to understand but would still achieve the 
goals. The literature reviewed showed that more adaptive learning tools and taking 
into account individual properties of each student would motivate them and, as a 
result, would lead to better assimilation of new knowledge.  

Moreover, it became necessary to develop an approach that should help 
beginners in Computer Science Basics and particularly in programming to 
overcome first difficulties in this field. In recent years, due to the rapid 
development of visual programming environments such as Scratch [11, 12], which 
is aimed just to beginners, it became possible to facilitate the transition to a coding.  

Thereby, computing courses taught by the author began to serve as a 
material for the experiment and the area for applying the new approach to teaching 
and learning. 

The central object of present research is the set of teaching strategies that 
could help first-year non-IT students to overcome difficulties related to the study 
of Computer Science Basics. These strategies are obtaining the information about 
learners’ prior knowledge and their learning styles with their subsequent 
integration into the model of the student.  

Research Questions 

General research question of this thesis is “How to help novices to overcome 
complexity of Computer Science Basics learning?”  
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After literature analysis this question has been divided into two sub-questions:  

The first is “How to combine study about learners’ level of readiness with 
theory of learning styles?”  

The second is “How to use this combination in practice with the aim to 
individualize teaching and learning?”  

To answer these questions it is necessary to work out new teaching 
strategy and apply it in practice with the aim to validate the correctness of chosen 
approach.  

Moreover, basis on the conducted research, the author attempts to give 
some recommendations on the use of appropriate forms, methods and organization 
of educational process.  

The author has identified these questions based on the literature review, 
Computer Science Basics course teaching experience and main difficulties in 
teaching and learning processes. Moreover, main students’ learning challenges, 
which have been identified during some years, were taken into account. 

Methodology and Novelty 

The author tackled named research questions by developing the teaching and 
learning model, which can help first year non-IT students to overcome the 
difficulties when studying Computer Science Basics course.  

Regarding the methodology used, the author choice was action research 
because only during the teaching practice it is possible to identify and after to fix 
problems in teaching techniques used. 

Experimental data for the research were collected from test results, 
learning styles questionnaire and university study information system. Test results 
were used to define students’ level of readiness for new information perception 
and analysing their progress. Learning styles questionnaire was the basic for 
defining students’ preferences.  

Grades and feedback from study information system were used to follow 
students’ progress and validity of teachers’ work. Collected data were analysed 
quantitatively and qualitatively: calculations and observations. 

Present research includes stages of the experiment with Computer Science 
Basics course content, its modernization, learning materials innovation and 
teaching model improving. The last one includes pedagogical and didactical 
techniques that should provide students with necessary conditions for successful 
study. Main strategy here is combined and applied information about learners’ 
prior knowledge and their learning styles according to Richard M. Felder [13]. 



 
15 

In addition, the author has developed new didactical strategy, which can 
help non-IT learners, which are usually beginners in coding, to grasp the main 
programming concepts. This methodology is based on the implementation of the 
visual programming elements before serious textual coding. Moreover, this visual 
programming environment and its elements are the basic tool for visualization in 
textual coding. 

The novelty of the chosen approach is combination of teaching and 
pedagogical strategies with the aim to achieve maximum individualization in 
teaching and learning processes. These combined techniques are: 

 e-support for students – students should have an opportunity to study 
efficiently not only in class; 

 taking into account students’ level of prior knowledge - “what 
learners know before me”;  

 taking into account students’ learning styles - “how they learn with 
me”. 

This approach has been studied and has found its practical use in the 
Computer Science Basics course for the first-year non-IT students at the 
Department of Software Science at Tallinn University of Technology. 

The practical novelty of this thesis lies in the teaching approach to 
programming courses for beginners. This approach has been developed based on 
global trends in teaching programming basics and focuses mostly on the model 
and algorithm building and their visualization, rather than teaching syntax and 
coding techniques. For novices the visual environment performs the role of the 
first programming language and afterwards acts as the tool for visualization and 
algorithm representation in further training. 

Contributions of this thesis are: 

 the new approach to Computer Science Basics teaching - the new 
combination of pedagogical strategies, which was successfully 
applied on practice; 

o this approach is designed to the first year non-IT university 
students with the aim to overcome main difficulties during 
the learning process; 

 designed and applied technique for teaching programming for the 
novices; 

o this technique is designed to motivate non-IT students and to 
interest school pupils and schoolteachers in learning 
programming basics. 
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Organization of the Thesis 

In Chapter 1 of this thesis the author presents an overview about the state-of-the-
art in the related fields of the problem investigated in the thesis. In addition, this 
chapter provides a short overview of the situation in the teaching of Computer 
Science on the international level and in Estonia. The author gives an overview of 
the Computer Science Basics course for first year non-IT students at Tallinn 
University of Technology with its outcomes and main difficulties.  

Chapter 2 describes the Computer Science Basics course innovation, 
which consists of three stages named “e-course”, “prior knowledge” and “learning 
style”. The main idea here is students dividing into groups according to their 
backgrounds and learning preferences. In addition, this part of the thesis gives an 
overview of Richard M. Felder learning style theory, which was the basics of the 
third stage of the experiment.  

In Chapter 3 the author of the thesis statistically analyses the experimental 
data using Student’s t-test for the comparison of the two means and describes 
original results of the research.  

Chapter 4 provides readers with some didactical recommendations for 
teaching programming basics for the beginners and describes some active learning 
methods that can be applied during the programming studying. The main concept 
of this part of the thesis is an introduction to the basics of programming through a 
visual programming implementation to the Computer Science Basics course. 
Visual programming environment Scratch was chosen as the introductive tool for 
non-IT beginners. In addition, in this chapter of the thesis the author describes 
how it became possible to overcome the main difficulties in programming 
concepts learning and teaching to non-IT beginners. The main principles there is 
model-based programming teaching and the visualization of the algorithms. 
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Abbreviations 
CS Computer Science 

ECDL European Computer Driving License 

IT Information Technology 

PC Personal Computer 

TUT Tallinn University of Technology 

UML Unified Modelling Language 
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1 REVIEW OF THE STATE OF THE ART 
This chapter provides a background information about Computer Science new 
trends and teaching. In addition, current chapter brings an overview of present 
situation in the level of knowledge in computing field of matriculants at Tallinn 
University of Technology. As well, this thesis reader can find general information 
about the TUT Computer Science Basics course for the first year non-IT 
specialities in this chapter. 

1.1 The Overview 

In recent years has greatly increased the interest in IT, particularly at schools. In 
this regard, several countries have carried out thorough investigations of the use 
of information technology and courses on Computer Science in different 
educational institutions. Analyses have shown that most of the courses do not meet 
the needs. As a result, several new curricula have been proposed to improve the 
situation.  

1.1.1 Computer Science Trends on the International Level 

In 2011 the new CS standard, "CSTA K-12 Computer Science Standards" was 
created in USA [13]. It sets out the basic requirements for the various areas and 
levels of the curricula. A number of courses and subject syllabuses were created 
on this basis. One of the most outstanding is the new CS syllabus “AP Computer 
Science Principles” [15] created under the support of US National Science 
Foundation. The work started in 2011 and the course is complete in 2016. 

The documents mentioned above are based on the notion of 
"Computational Thinking", which defines general principles for describing the 
problems and solving them by means of software systems, including such 
concepts as abstraction and modelling, algorithms, data and information, 
programming, communicating and collaborating. A large part of the concepts is 
related to algorithms and programming [16]. 

In 2012 a comprehensive study "Shut down or restart?" was published by 
The Royal Society United Kingdom [17]. The research brought out significant 
shortcomings and offered ways to solve them. "Computer Science: A Curriculum 
for Schools" [18] was set up and published, where Computational Thinking is the 
main idea. Starting from September 2014 the course Computing (Computer 
Science + Information Technology + Digital Literacy) is included in the United 
Kingdom schools curricula [19].  

1.1.2 Teaching Computer Science 

What is the Best Way to Teach Computer Science to Beginners? Some discussions 
about the answer to this question can be founded in article [20]. The author of this 
thesis do agree with the statement that it is not possible to teach programming 
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using PowerPoint, students need a visualization of their code. Undoubtedly, 
described presentation platform is useful tool. However, what about the novices 
who do not have any programming experience? Do not they need to see something 
simpler to start with?  

The teaching of programming concepts and algorithms forms a 
fundamental part of any Computer Science and Engineering degree [21]. 
Moreover, Computer Science should be taught to non-IT students with the aim to 
develop their algorithmic thinking and general skills. There are many differing 
ideas about what exactly should be taught to them. The main point of disagreement 
there is programming - should it be included in curricula for non-IT students or 
not and what is the proportion of it.  

 Computer Science includes a quantity of topics and has a quantity of 
definitions [22, 23]. However, it should be clear what Computer Science means 
for non-IT students and what kind of knowledge it brings. The main issue for 
educators here is to create a curriculum, which meets the needs of students 
regardless of their specialty. Knowledge, which students obtain should be 
applicable and have the potential for further development. 

With regard to students, it should be noted that the majority of them 
always face difficulties throughout the learning process. This implies another 
challenge for teachers – to help students to overcome these difficulties using 
modern techniques and methods in cooperation with fundamental educational 
principles. 

The choice of topics for the Computer Science course is greatly simplified 
by university requirements and restrictions. Moreover, there are obligatory 
computer skills and knowledge, without which it is impossible to work with the 
computer.  

Curricula are composed. The next milestone is to attract non-IT student’ 
interest to any IT subject. On this stage the teacher requires not only his 
knowledge in this area, but also pedagogical skills and the ability to apply them 
in practice. 

Literature review shows that there are plenty of attempts to reform 
Computer Sciences courses and all of them lead to success in selected area. 
Teachers and scientists working on the development of Computer Science and on 
the best way to teach it. 

Doctoral thesis [24] analyses the challenges of the instructional process at 
a university of technology from the viewpoints of students, teachers and the 
university administration. One of the raised questions concerns the difficulties 
students encounter when they study computer programming. The question is 
examined and thoroughly studied. However, in present thesis author's opinion, 
such aspect as the individualization of teaching and learning is not taken into 
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account here. Students are considered in general with their general difficulties. It 
can be assumed that students’ difficulties in the introductory programming course 
arose not only from the mentioned reasons such as lack of time or motivation to 
study, but also from the fact that the everyone’s learning manner is quite different.  

Several challenges and ways of their solutions this thesis reader can find 
in article [25]. Some principles and methods of active learning in Computer 
Science and effective using of knowledge about students’ preferences can be 
founded there. Non-motivated students - this is a common problem of this study 
and present doctoral work. Here it should be noted that the introduction to 
programming could begin with something attractive to understand the basics, for 
example with Scratch. This tool raises students’ motivation and performs the role 
of a program action visualizer. 

Computer Science courses for business computing students were 
considered in article [26]. The research participants made 10 causal attributions 
that were either cultural or specific to computer programming. The study 
outcomes can be used to suggest ways to energize unmotivated students. Main 
research method there is interview method; however, the author believes that 
anonymous surveys provide much more information. In addition, it is possible to 
learn more if students are not aware of an ongoing experiment or research. 

Basic practices in education reform on software programming courses for 
non-IT-majoring undergraduates readers can find in [27]. Main concerns there are 
textbook revising, teaching model reforming, student demand orientating, 
knowledge transferring, teaching procedure designing and teamwork conducting. 
However, the aspects of the student's personality are not taken into account. How 
do they perceive the learning material transferred to them? Is textbook revising 
enough for successful assimilation of knowledge?  

In study [28] was founded that students with no experience in 
programming languages, is actually quite amenable to relating well to the 
principles of programming in logic as long as those principles were presented 
them in an adequate way. Educators motivated them through presenting 
applications of their interest, focusing on possible interdisciplinary uses. The 
author of this work is totally agree with active learning theory, however using it 
teacher have to know who students in his class are. For some kind of students this 
kind of work does not suit by reason of their individual learning style.   

The paper [29] presents an approach of teaching computer programming 
courses to first year students using agile principles and practices of pair 
programming [30, 31]. It intended to increase the chances of engaging first year 
students and assist the teachers to reflect on their teaching as well as their students’ 
learning. It is ideal situation when students and teacher are partners in the learning 
process, but is it always possible, especially when we are talking about first-year 
non-motivated students whose prior knowledge is at zero level? 
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Considered sources show, Computer Science is quite complicated for all 
kind of learners, especially for non-IT and novices in this field. These difficulties 
arise due to various reasons: complexity of learning materials, types of learning 
materials, lack of knowledge base, lack of supporting materials and etcetera. At 
the same time, it should be noted that there are variety of strategies, which works 
successfully and greatly helps learners to overcome these challenges. However, 
practice and literature show that problems in this field remain and they must be 
solved using pedagogical and didactical techniques in their combinations with 
Computer Science.  

Thus, it can be concluded that if described teaching strategies work, then 
they should work even better and more effectively and bring better results if they 
are merged successfully.  

It should be mentioned there that the course, which is considered in 
current thesis as a model of research is not only programming course and its 
innovation and modernization is the deep work with all the components of the 
educational process: learners, teachers, methodologies, materials and content.  

1.1.3 Level of Knowledge of Matriculants at Tallinn University of 
Technology (non-IT Specialities) 

Annually, in the beginning of the programming course for school pupils at TUT, 
the author of the thesis carries out short surveys about computer science at 
Estonian schools. Their results show that the current situation in teaching and 
learning computing is quite discrepant. According received responses some 
schools do not have Computer Science lessons at all or this is an elective subject 
with small number of pupils. In some schools it is taught only for two or three 
years, which is a very short period to prepare students for the next, university 
level.  

This drawback is associated with two main reasons. The first one being 
that there is no nationwide computer science curriculum in Estonia. The second 
one is that Computer Science subjects are not mandatory in Estonian schools.  

A logical consequence of these reasons is the situation where each 
schoolteacher introduces learners to the material at his own discretion: certain 
pupils draw in Paint or in SketchUp, others learn the computer hardware in theory, 
etc. In connection with this, the level of PC skills among non-IT learners falls 
every year and reduces to commonplace Facebook usage or playing games.  

The following diagram shows the last years statistics about non-IT students testing 
at the beginning of the Computer Science Basics course (Fig. 1.1). The test content 
is based on the topics described in the European Computer Driving License 
(ECDL) [32]. Test questions and tasks focused on creating documents and 
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presentations, processing spreadsheets, and elementary knowledge in 
programming.  

The feasible maximum number of points is 100. As can be seen, the level 
of computer skills is quite low and steadily decreasing. Moreover, during the last 
year of the research it fell sharply by more than 19 points. 

 

Figure 1.1 The averages of the beginning test 

Students’ feedback about the test results shows that they do not have 
enough prior knowledge for TUT Computer Science Basics course for three main 
reasons:  

 at school they did not interested in computing;  
 their skills were enough for daily studies at school (small documents 

and presentation); 
 at school they were not taught these topics. 

In the present Computer Science Basics course the author has to consider 
mentioned facts and build the curricula accordingly.  

It should be mentioned there that recently programming, robotics and so 
forth courses for school pupils are carried out throughout in Estonia. Such courses 
are held at Tallinn University of Technology to and author of the thesis takes part 
there as a programming teacher of the course named ‘Basics of Applications 
Development and Programming’. These courses are very popular among learners 
from 10 to 18 years who are interested in IT (Chapter 4).  

Nevertheless, pupils who have obtained sufficient informatics-knowledge 
at their schools or additional courses often become IT students at university level. 
Unfortunately, they are not current Computer Science Basics course audience. 
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It should be noted there that several countries research shows decrease in 
the level of the computer skills in schools. Especially deep research has been 
performed in US CSTA [33] and UK [34]. 

1.2 Computer Science Basics course for non-IT at Tallinn University 
of Technology 

1.2.1 The Course Description 

The Computer Science Basics course belongs to the curriculum of the Department 
of Software Science at Tallinn University of Technology its name is Informatics 
[35]. 

The aim of the Computer Science Basics course, designed for the first 
year non-IT students, is creation of applications by using standard PC equipment 
and developing object-oriented computational thinking. In this context the term 
Computational thinking is can be interpreted as looking at a problem in a way that 
a computer can help person to solve it.  

The International Society for Technology in Education and the Computer 
Science Teachers Association defines Computational thinking as:  

 Formulating problems in a way that enables us to use a computer and 
other tools to help solve them; 

 Logically organizing and analysing data; 
 Representing data through abstractions such as models and 

simulations; 
 Automating solutions through algorithmic thinking (a series of 

ordered steps); 
 Identifying, analysing, and implementing possible solutions with the 

goal of achieving the most efficient and effective combination of steps 
and resources; 

 Generalizing and transferring this problem solving process to a wide 
variety of problems [36]. 

Computational thinking is the thought processes involved in problem-
solving so that the solutions are represented in a form that can be effectively 
carried out by an information-processing agent [37]. 

Building the Computer Science Basics course, the author of the thesis and 
the author’s colleagues try to follow mentioned Computational thinking 
definitions and compose learning and teaching materials accordingly. 

The course lasts two semesters and number of weekly study hours is two 
or three. Group size is usually 20-30 students.  
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The learning process starts with processing information and creating 
applications using MS Excel spreadsheets: formulas, diagrams, built-in functions, 
tables, conditions, sorting and search, requests, diagrams and other facilities. 
Moreover, students learn the general principles of the different types of the 
documents creation and processing using MS Word and MS PowerPoint. In 
addition, Google tools as an alternative to the Microsoft products are used in the 
teaching and learning process. Model-based and object-oriented approaches are 
applied during the study.  

Further, during the course second part, students learn the basics of 
programming in practice and the main principles of modelling and 
algorithmization. Python and Visual Basic for Applications (VBA) have been 
picked out as the programming languages for the second section of this course. 

It should be noted that the programming part of the course is usually 
sufficiently complicated for most of the non-IT students, especially for the 
humanitarians. This issue is solved by implementing visual programming 
elements in the course curriculum and helps students to take on board the main 
programming concepts (Chapter 4). Positive results of the named strategy is 
demonstrated in [38, 39].  

The set of practical assignments depends on the students’ specialization: 
economics, social, chemistry and civil engineering.  

During the course instructors apply classic face-to-face classroom 
methods, group works and independent learning in Moodle e-environment [40].  

The author and author’s colleagues have chosen Moodle for learning and 
teaching for three reasons:  

 Moodle is increasingly used in schools and universities; 
 Moodle is used in Tallinn University of Technology; 
 Moodle continuously develops. 

The last one gives teachers a huge amount of different opportunities for 
individualizing the learning process, such as adjustment of the learning pace, for 
example, as well as increase and variety in the number of learning assignments. 
Furthermore, students get a diversity of ways to learn and possibilities for self-
tests in the e-part of the Computer Science Basics course. During the study time, 
they can choose between different kinds of teaching materials and use what they 
prefer based on their knowledge and learning styles. 

1.2.2 The Course Outcomes 

In the Computer Science Basics course its authors adhere to principles outlined in 
Computer Science Curricula 2013, such as: 
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 Computer science curricula should be designed to provide students 
with the flexibility to work across many disciplines. 

 Computer science curricula should be designed to prepare graduates 
for a variety of professions, attracting the full range of talent to the 
field. 

 Computer science curricula should be designed to prepare graduates 
to succeed in a rapidly changing field [41]. 

Named principles are especially important for the Computer Science Basics 
course building and developing because its audience are first-year non-IT students 
who have to apply their IT-knowledge during their study at university and in 
future work. 

The main learning outcomes that are documented in ÕIS [42] in the Computer 
Science Basics course are listed below. ÕIS is e-environment, where students and 
teachers get information about the courses and curricula, students declare courses, 
keep results and give anonymous feedback on their educational process. Detailed 
courses descriptions this thesis reader can find in Appendix. 

Student who complete the course: 

 acquires independent work skills bases; 
 logically and argumentatively explains selected tools and methods 

feasibility for solving the task - has the computational thinking skills 
 knows and applies general principles, methods and tools of the 

documents creation; 
 is familiar with the general principles of creating applications, 

methods and tools; 
 acquires the foundations of problem analysis and system modelling; 
 analyses relations between objects and provides rationale for the 

algorithms and methods applied; 
 is familiar with the nature of data and objects and can specify them 

and use them in programs; 
 is familiar with and describes, using VBA/Python and UML activity 

diagrams, the main activities occurring in programs and algorithms; 
 is familiar with the nature and main concepts of object-oriented 

programming; 
 composes programs consisting of multiple procedures and organizes 

the data flow between them using parameters and arguments. 

The purpose of this study is to demonstrate a teaching approach and some 
teaching strategies in the Computer Science Basics course for the first year non-
IT students at the Department of Software Science. The author suggests some 
solutions for making the course, which is usually complicated, more dynamic and 
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attractive, thereby raising students’ interest and keeping their motivation with the 
aim of achieving the learning outcomes set. 

1.3 Conclusion and discussion 

Based on the foregoing it should be noted that most of above-mentioned sources 
consider difficulties, which is related to teaching Computer Science Basics and 
programming to novices and techniques to solve them.  

However, the author should note that some aspects have not been taken 
into account in considered researches. 

First, it is necessary to understand the differences between students in a 
classroom and their learning styles. It is necessary to build the educational process 
proceeding from this knowledge.  

Secondly, before submitting educational material to students, it is useful 
to analyse it from the point of view of any student. What is more, it is necessary 
to consider that pupils’ level of prior knowledge can be very different. On this 
stage questions like How will a student perceive this material? Does learner have 
enough prior knowledge to understand this? Should student teach something else 
for this? - are very useful and help to analyse the educational material and make 
it better. 

Thirdly, for novices it should be clear from what and how they start to 
write their first program. Maybe their first outcome should not be a written 
program but be only a model, assembled from available parts? This starting level 
should be simple and understandable for all of them.  

Fourthly, is it possible to visualize programs execution for making it more 
clearly without any additional tools on the basic level? 

Fifthly, in programming teaching to non-IT students, it is necessary to 
determine the required amount of knowledge. Should students know any 
particular programming language or it is enough for them to have skills to build 
an algorithm for the problem solving and be able to explain it to specialists? 

Finally, it is necessary to motivate non-motivated students and maintain 
high level of interest among all learners. 

Concerning Computer Science Basics course at Department of Software 
Science of Tallinn University of Technology the author should mark that during 
present research this course has been entirely updated. This reconstruction starts 
with the renovation of educational material and its presentation to students and 
continues with the development of the system of the teaching programming for 
beginners. During this process the author and author’s colleagues proceed from 
the actual needs of today's learners and their learning preferences.  
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Furthermore, proceeding from the fact that this course is designed for the 
first year university students, Computer Science Basics at schools have to be 
certainly considered during these updates. It is necessary to take into account first 
year students’ prior knowledge to provide them with new, quality and 
contemporary knowledge. 

In the current study for innovating the Computer Science Basics course and 
individualization of the learning process the author can name the main strategies 
– students dividing into groups according to their backgrounds and a maximally 
effective use of e-environment with its possibilities.  

In the conclusion, it is necessary to note that people learn in different ways 
and all kind of learners should be provided with the best conditions to acquire 
knowledge.  

Having studied literature the author of this thesis has chosen three main 
directions in research, has combined them and has gradually applied them in 
practice. These directions are: 

 continuous e-support for students during their learning process; 
 taking into account students’ level of prior knowledge;  
 taking into account students’ learning styles. 

Using above-mentioned combined strategies the author intends to help non-
IT students to overcome main difficulties in studying Computer Science Basics. 

In the next chapter of this thesis the author presents stages of the experiment 
with the Computer Science Basics course modification and gives an overview of 
the basics of the chosen methodology. New teaching strategy has been created 
based on this experiment.  
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2 THE COMPUTER SCIENCE BASICS COURSE 
INNOVATION 

In the current chapter of this thesis the author presents the Computer Science 
Basics course modification and innovation experiment stages and gives an 
overview of the basics of the chosen methodology – student division according to 
their backgrounds and preferences. The basis for the division according to 
preferences is Richard M. Felder’s learning styles theory [43]. Under the 
background the author of this thesis understands a level of prior knowledge of 
each student. 

 Thus, the author has succeeded to combine the learning style theory and 
prior knowledge level. This combination has allowed to individualize learning 
even more deeper by considering each student as a set of certain parameters. These 
parameters has gave instructors the opportunity to compile teaching materials, 
which are necessary and useful exactly for each student. 

This chapter is based on the paper A (Mironova, O.; Rüütmann, T.; 
Amitan, I.; Vilipõld, J.; Saar, M. Computer Science E-Courses for Students with 
Different Learning Styles). 

2.1 The Background 

The main keynote of university is continuous communication and close 
collaboration between pupils, educators and scientists. Unfortunately, university 
instructors cannot provide all students with one-to-one tutoring. However, this 
fact has not affected the main aim of the educational process – to guarantee high-
quality knowledge and modern skills. The teachers work there is the art – the art 
to present and transfer knowledge and skills regardless of the circumstances. 

During the experiments with the Computer Science Basics course 
structure and content, were considered the differences in students’ characteristics, 
especially their background (the faculty and the level of prior knowledge) and 
their preferred learning styles. The question remained how to achieve as much 
individualization of teaching as possible, using the existing time and personnel 
resources.  

Since 2010, a group of lecturers started applying a new approach to the 
design of the Computer Science Basics courses for economics, social, chemistry 
and civil engineering faculties. Considering the fact that students is the centre of 
learning and they actively constructing this process [44], innovations should be 
targeted to them. Year by year this approach has become more flexible and 
adaptive to the nature and preferences of every student.  

At the beginning, educators, who were involved in the experiment, have 
randomly divided all the students into equal reference and test groups. The 
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division is not linked to the students’ specialization. The average number of 
members in each group is about 150; it varies depending on the annual general 
number of students at Tallinn University of Technology. It should be noted that 
students are not aware of the research.  

The reference group is taught using the same course materials but these 
students are not supported with any additional systems. The students of the test 
group are directed in choosing their e-learning materials based on the data 
obtained through the tests in the e-environment. 

The intention here is to compare the results of these two groups at the 
beginning and at the end of the course. 

At the beginning of the course the students are tested to find out their level 
of knowledge in the Computer Science Basics. Experience has shown that such 
testing is necessary for the development of the course content. The purpose is to 
keep track with new times and main trends, as the Computer Science is one of the 
fastest-developing sciences [45, 46]. 

The nature of the tests for both groups is similar and based on the concepts 
defined in the European Computer Driving License. The assignments focus on 
some principles of the work with the PC, like creating text documents and 
presentations, handling information using the spreadsheets, and elementary 
programming knowledge. Tests include both practical and theoretical tasks. 

The programming category of the questions was added to the test some 
years ago and is currently it develops rapidly. The author bears in mind that a new 
elective course “Basics of Applications Development and Programming” was 
recently included in the secondary school curriculum in Estonia (Chapter 4). 
Some of these materials are also used at Tallinn University of Technology for 
teaching programming basics for first year non-IT students. 

2.2 E-course 

Higher education institutions are taking opportunities offered by the eLearning 
community to design and offer educational environments that accommodate 
various learners’ educational needs [47]. E-learning allows modern learners with 
a personal computer, connected to the internet to attend the course anywhere and 
at any time. It is very important for students to participate in the educational 
process, to get the material or submit the homework, on time regardless of whether 
the person is or is not at the university. 

The first phase of the Computer Science Basics course innovation, which 
was named “e-course”, includes the adaptation of educational materials for 
Moodle e-environment.  

Uploading a set of lecture materials and exercises into a learning 
environment does not ensure that students comprehend it and obtain necessary 
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knowledge. Therefore, in order to make study materials suitable for an e-course 
all teaching materials (theory as well as materials for practice) were thoroughly 
revised. The aim was to provide an effective delivery of the online content. To 
achieve this goal was aimed at working out a new pedagogical and didactic policy 
as well as strategies for the new e-course. 

Theoretical materials were innovated and supported first of all with 
learning videos. It should be noted that in the Computer Science Basics course is 
used not only video lectures but also short screen-captures, which explain the most 
complicated tasks. Creating these videos, the course teachers adhered to the 
principles of Khan Academy [46].  

Practical tasks of the course were reconsidered and supplemented with 
various group and pair work tasks and self-tests. With regard to self-tests it should 
be noted that learners are afraid to make mistakes especially when they doing 
something for evaluation. Because of this fear, they do not analyse their mistakes 
and make them repeatedly. Self-tests give students the opportunity to solve tasks 
calmly focusing on content, not on grade. During this educational work learners 
can much more think and analyse it. 

These innovations made the Computer Science Basics course more 
dynamic and attractive for the first year non-IT students. Both groups, the test and 
the reference group got access to this renewed course.  

At the same time, educators have not abandoned the standard lessons in 
computer classes because e-learning cannot completely replace live dialogue 
between learner and teacher. Face-to-face lessons were held as usual but now 
instructors got many advantages. Due to the e-lectures and visual explanations in 
Moodle they had more time for practical training in contact lessons. It is necessary 
to mention that students have no access to practical exercises unless they solve the 
tests, which are based on the theoretical material of each topic. Thereby students 
come to the lessons already sufficiently prepared for the practical tasks. Often they 
get a few small practical tasks in the e-environment and afterwards, in class, they 
use already ready solutions to solve the bigger tasks.  

It is generally known that effective computing is impossible without 
practice. During face-to-face lessons students work in pairs or groups gives an 
opportunity to try the obtained knowledge in practice. Moreover, such kind of 
work develops teamwork skills, which is very important, especially for the first 
year students during their first semester. 

In such case, the role of the classical educator is slightly different – the 
lecturer becomes more of a supporter in the students’ teamwork of their learning 
assignments.  

During contact lessons learners have an opportunity to ask questions 
related to their homework and share their practical skills and experience with the 
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rest of the group. Practical knowledge transferred in such a way is obtained much 
faster than in standard lectures. This fact was confirmed by the results of students’ 
feedback retrieved from ÕIS (Fig. 2.1).  

 

Figure 2.1 Computer Science Basics topics comprehension after the first step of the 
experiment 

In their feedback students named another advantage of such practical 
lessons: they have an opportunity to get support or to ask something not only from 
their teacher (sometimes they hesitate to do it) but from other students, too. It 
should be mentioned that this form of support is equally important and useful for 
both sides: the one who gets it and, especially, for the one who gives it. To detect, 
explain and, afterwards, to correct a mistake in calculations or in the program code 
is a substantial practical skill in Computer Science subjects.  

In addition, in an e-environment students get their practical assignments 
in accordance with their specialities. However, these assignments are still united 
under a common subject topic. For example, students from the economics 
department get more tasks related to table calculations; social sciences students 
implement the information filtration, statistics calculations and various requests. 

It should be noted that the course materials are organized sequentially and 
it is not possible to get a new portion of theoretical materials and practical tasks 
without solving the previous ones. Thanks to checking opportunities in the e-
environment, like tests or self-tests, teachers do not have to spend time on routine 
inspection of the assignments at all. Using the automated checking tools gives 
students an opportunity to learn within their own pace. They do not have to wait 
for the feedback on the assignments from the lecturer and his/her manual 
permission to proceed onto the next level. E-checking systems do it faster and as 
many times, as is needed. 
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In addition to the aspects mentioned above it should be noted that now, in 
the renewed course, teachers and learners started to use e-course forums very 
actively. This way the students get an opportunity for online communication and 
fast online help. The aim was to show that they can get support and advice any 
time, and can share their ideas, problems and solutions. Through these forums the 
course instructors often get perfect brainchildren for group work and individual 
assignments.  

Another advantage that non-IT students have when they participate in the 
e-course is that their technical skills improve. 

Transition to Moodle e-environment gave educators the opportunity to 
follow students’ progress and it became fairly easy to get the statistical data of 
different samples for analysis, development and improvement of the implemented 
learning methods. 

It makes no sense now to recount all the advantages that the author achieved 
during the first stage of the modification of the Computer Science Basics course. 
Such benefits have already been systematized and described in detail [49]. 
However, the first positive results of the work: students’ feedback and increase in 
academic achievements. The author does not present specific data in numbers in 
this work because the transition of the course into e-learning took place a long 
time ago.  

For confirmation the correctness of the chosen direction here should be 
mentioned the study, which provides evidence that a well facilitated e-learning 
setting can indeed enhance learning motivation and student efficacy [50]. In 
addition, the results from this research have provided insights to educators who 
are keen on using technology in their teaching. 

2.3 Prior Knowledge 

Starting from the second stage, which the author entitles “prior knowledge”, 
experimental work takes place only with students from the test group. The 
students of the reference group were taught as usual. 

 The impetus for this step of the experiment was the fact that the majority 
of students do not have enough knowledge acquired in school to study the 
Computer Science Basics course at TUT. 

At the beginning of the course educators start with dividing the students 
into three e-streams based on their readiness for Computer Science Basics course. 
This division was realized through an e-test and implemented in Moodle e-
environment. The students, however, were not aware of the experiment. 

Questions of the test have different level of complexity and different 
“price” (in points). Test questions content is based on the knowledge, which are 
necessary to start the TUT Computer Science Basics course. 
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In the described division it was proceeded from the level of students’ 
knowledge required to start the course. Those students whose e-test results were 
more than 85 points was named “experts”, “advanced users’’” result was between 
60 and 85 points, other students were called “beginners”.  

The named groups of students receive different amounts of practical and 
theoretical tasks in Moodle, with different levels of difficulty. To move to the next 
topic the mandatory set of exercises has to be solved. In the e-environment, the 
“beginners” have to solve their set of tasks and “advanced users’” tasks before 
they get access to “experts’” exercises – the main material of the course 
curriculum. “Advanced users” have to solve their tasks and then can proceed to 
main topics.  

Figure 2.2 The distribution of the set of practical tasks and tests 

These additional sets of tasks are catered for exactly what learners need 
to know for the current Computer Science Basics course. Students do not need to 
pay for any additional IT-courses anymore and they get all the materials and 
assignments centrally, in one place – Moodle e-course, in parallel with their main 
studies. 

To automate and speed up the checking of the increased number of tasks 
a special e-tests system was developed.  

Thereby, it was possible to increase the amount of practical assignments 
for students with different levels of readiness without increasing the subject hours 
and students’ load. This stage of the course innovation gave the course teachers 
an appropriate level of the students’ readiness for face-to-face lessons. 

The above mentioned method provided the Computer Science Basics 
course teachers with actual and important information about what the learners 
knew before starting the course – their school level of knowledge. Every year 
educators get an overview of the current situation of Computer Science subjects 
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at secondary schools in our country. Moreover, according to the results, they are 
able to provide students with all necessary learning materials. 

Students’ feedback again shows the raise of the level of the subject 
understanding that confirms the properly of the chosen research strategy (Fig. 2.3) 

 

Figure 2.3 Computer Science Basics topics comprehension after the second step of the 
experiment 

2.4 Learning Style 

The third part of the innovation experiment with the course modification is the 
“learning style” phase and it was also realised in Moodle e-environment. This 
stage is a continuation of the test group’s students division into groups. In 
addition, it was possible to maximize the use of Moodle e-opportunities. 

Major work in the chosen direction is studying and analysis of students’ 
data and adaptation of the curricula [51] and teaching materials in accordance with 
their interests, goals, preferences and individual characteristics. 

 The term “learning styles” means the understanding and acceptance that 
every person learns differently. For learners this is preferential way, in which they 
absorb, process, grasp and retain an information. 

Learner’s preferences and requirements play an important role in 
educational process. In the literature, there are a variety of learning style models. 
These deep researches about the individualization of learning depending on 
students’ characteristics [52 - 55]. They all have similar features based on 
psychology and physiology. Moreover, a great deal of learning strategies have 
worked out with the aim to help learners to study better. In addition, adaptive and 
intelligent web-based educational systems should be mentioned in source 
[56].These systems build a learner’ preferences, goals and knowledge model and 
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after use it during the interaction with the learner. Named interaction aim is to 
adapt to the needs of that learner. With the knowledge of different styles, the 
system can offer valuable advice and instructions to students and teachers to 
optimise students’ learning process [57].For example the research [58] focuses on 
the consideration of learning styles and cognitive traits in adaptive web-based 
educational systems. Authors investigate the benefits of incorporating learning 
styles and cognitive traits in these systems. 

Short review of the different learner’s models with references this thesis 
reader can find in [59].  

In the current Computer Science Basics course Felder-Silverman model 
[60], was picked out as the basis for the distribution. According to this model 
developed by, a student’s learning style may be defined by the answers to four 
questions:  

1. What type of information does the student preferentially perceive: 
sensory or intuitive? 

2. What type of sensory information is most effectively perceived: 
visual or verbal? 

3. How does the student prefer to process information: actively or 
reflectively? 

4. How does the student characteristically progress toward 
understanding: sequentially or globally [61]? 

This model has caused the author's interest during the study and finally 
was chosen because it was constructed by experiences in engineering pedagogy.  

There should be noted Richard M. Felder’s merits in the field of 
engineering pedagogy: Global Award for Excellence in Engineering Education, 
International Federation of Engineering Education Societies (2010) and Lifetime 
Achievement Award in Engineering Education, American Society for 
Engineering Education (2012). 

Similar study outcomes readers can find in [62]. Authors aim to introduce 
a personalized e-learning system based on the concepts of learning styles and 
particularly the Felder and Silverman Learning Style Model. In research [63] 
authors describe a personalized e-learning system, which can automatically adapt 
to the interests, habits and knowledge levels of learners. The differences between 
the learners are determined according to their previous knowledge of the matter, 
their learning style, their learning characteristics, preferences and goals. 
Theoretical justification of different aspects of personalization a framework for 
personalized e-learning development can be founded in [64]. The same authors 
propose ideas allows to adapt knowledge management principles to improve 
personalized e-learning processes and look at the topic of personalization of e-
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learning even more widely [65]. Research [66] introduces an idea towards 
developing a personalized learning system based on automatic approach. 

2.4.1 Learners’ Types According to Richard M. Felder 

Learning styles are characteristic cognitive, affective, and psychological 
behaviours that serve as relatively stable indicators of how learners perceive, 
interact with, and respond to the learning environment [67]. Students learn best 
when instruction and learning context match their learning style. 

Depending on their learning style, Felder differentiates between the following 
groups of learners [68]: 

 active and reflective; 
 sensing and intuitive; 
 inductive and deductive; 
 visual and verbal; 
 sequential and global.  

For better comprehension of the topic the author gives a brief description of 
the learners’ types in according with Richard Felder’s theory [69]. 

2.4.1.1 Active and Reflective Learners 

An active learner is a person who feels comfortable at active experimentation than 
reflective observation. Active learners acquire new knowledge best by doing, 
discussing and explaining it to others; they work well in groups. Active learners 
do not learn much in situations that require them to be passive. They tend to be 
experimentalists. 

Reflective learners do not learn much in situations that provide no 
opportunity to think about the information being presented. They think, learn and 
work better by themselves or with at most one other person. Reflective learners 
tend to be theoreticians. 

2.4.1.2 Sensing and Intuitive Learners 

Sensing learners like learning facts, data, and experimentation. They like solving 
problems by standard well-known methods and dislike “surprises”. Sensors are 
patient with detail but do not like complications. These learners are good at 
memorizing facts. They are careful but may be slow. Very often this slowness puts 
them at a disadvantage in time. This manifests itself in timed tests: sensors may 
have to read questions several times before beginning to answer them, they 
frequently run out of time. 

 Intuitive learners prefer principles and theories. They like innovation and 
dislike repetition. Intuitors are bored by detail and welcome complications. They 
are good at grasping new concepts, quick but may be careless. Intuitive learners 
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are more comfortable with symbols than are sensors. Intuitors may also do poorly on 
timed tests but there takes place a different reason: the impatience with details. 
Intuitive learners may start answering questions before they have read them 
thoroughly and to make careless mistakes. 

2.4.1.3 Inductive and Deductive Learners 

It is generally known induction is a reasoning progression that proceeds from 
particulars (observations, measurements, data) to generalities (governing rules, laws, 
theories). Deduction proceeds in the opposite direction. In induction one infers 
principles; in deduction one deduces consequences. 

Inductive learners prefer to learn a body of material by seeing specific cases 
first (observations, experimental results, numerical examples) and working up to 
governing principles and theories by inference These learners need motivation for 
learning. They need to see the phenomena before they can understand and appreciate 
the underlying theory. 

Deductive learners prefer to begin with general principles and to deduce 
consequences and applications. 

 An effective way to reach both groups is to follow the scientific method in 
classroom presentations: first induction, then deduction. 

2.4.1.4 Visual and Verbal Learners 

Visual learners remember best what they see: pictures, diagrams, flow charts, time 
lines, films, demonstrations. If something is simply said to them, they will probably 
forget it. 

 Verbal learners remember much of what they hear and more of what they 
hear and then say. They get a lot out of discussion, prefer verbal explanation to visual 
demonstration, and learn effectively by explaining things to others. 

2.4.1.5 Sequential and Global Learners 

Sequential learners follow linear reasoning processes when solving problems. These 
persons can work with material when they understand it partially or superficially. 
Sequential learners may be strong in convergent thinking and analysis. They learn 
best when material is presented in a steady progression of complexity and difficulty. 

 Global learners make intuitive leaps and may be unable to explain how they 
came up with solutions. They may have great difficulty working with partially or 
superficially understood material. Global learners may be good at divergent thinking 
and synthesis. These learners sometimes do better by jumping directly to more 
complex and difficult material. 

2.4.2 Teaching Techniques to Address All Learning Styles 

Based on the above definitions of learning styles Richard Felder has formulated 
some teaching techniques that should fit all of them.  
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 Motivate learning.  
 Provide a balance of concrete information and abstract concepts. 
 Balance material that emphasizes practical problem-solving methods with 

material that emphasizes fundamental understanding. 
 Provide explicit illustrations of intuitive patterns and sensing patterns and 

encourage all students to exercise both patterns. 
 Follow the scientific method in presenting theoretical material. 
 Use pictures, schematics, graphs, and simple sketches liberally before, 

during, and after the presentation of verbal material. Show films. Provide 
demonstrations, hands-on, if possible. 

 Use computer-assisted instruction. 
 Do not fill every minute of class time lecturing and writing on the board. 
 Provide opportunities for students to do something active besides 

transcribing notes. 
 Assign some drill exercises to provide practice in the basic methods being 

taught but do not overdo them. Also provide some open-ended problems 
and exercises that call for analysis and synthesis. 

 Give students the option of cooperating on homework assignments to the 
greatest possible extent. 

 Applaud creative solutions, even incorrect ones. 
 Talk to students about learning styles. 

2.4.3 Educational Process in Accordance with Students’ Preferences 

Through a test, the author learned that the majority of the course participants 
in the test group were active and visual learners and they had very strong 
preferences for their learning process. These preferences were detected according 
to the Felder’s test [70], which was held at the beginning of the Computer Science 
Basics course (in the fall semester). As shows Figure 2.4, each year the number 
of active and, especially, visual students increases (Table. 2.4). 

 

Figure 2.4 The increase of the number of the visual and active learners in the test group 
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Table 2.1 The increase of the number of the visual and active learners in test group 

  2012/13 2013/14 2014/15 2015/16 

Total 78 89 75 84 

Visual learners 17 27 26 29 

Active learners 10 16 16 21 

Throughout the educational process, students were provided with 
necessary learning materials and activities in accordance with Felder’s 
instructions [71].  

For students’ motivation different kind of assignments are used in the 
course: exercises based on other courses; projects, which are based on learners’ 
experience and related to their work (many students work in parallel with their 
studies). Such assignments are very useful especially for inductive and global 
learners. 

Active learners automatically received more group work and group 
homework assignments. Besides they got opportunities to help others – active 
learners could check and correct other students’ works and assignments in Moodle 
(of course, a teacher controls this results and grades). The excellent guide to the 
effective design and management of students’ team is the research [72] with its 
references.  

Moreover, active students answered questions in the e-course forums and 
took the role of a tutor in face-to-face classes. It should be mentioned that they did 
it with pleasure and thereby their level of motivation constantly increased.  

For visual learners, a great variety of visual representation of the 
educational materials (that was already mentioned above) was provided: video 
lessons, screenshots, and short video fragments of practical assignments.  

Sensing learners got exercises, which were connected with solving real 
problems associated with other subjects or related to life situations. 

Interests and preferences of the other types of learners were also taken 
into account: balanced educational material, intervals in class time to give students 
an opportunity to think and discuss about what they have been told etcetera.  

The results of the experiment showed a positive trend in the acquisition 
of knowledge. Students of the test group managed with all practical assignments 
much better than students from the reference group. They did it with a great desire 
and showed more initiative in their work. 

As shown in Figure 2.5, during the experiment examination results of the 
test group students were better. Numerical results are shown in the Table 2.2.  
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Figure 2.5 Examination results (%) of both students’ group  

Table 2.2 Numerical results of both students’ group 

 2013/14 2014/15 2015/16 
  Reference Test Reference Test Reference Test 

Examination 
passed 

70 85 56 71 64 81 

Examination 
failed 

19 4 19 4 20 3 

Total 89 89 75 75 84 84 

 

Finally, students’ feedback showed that course topics comprehension was 
4.5 points out of a possible 5 points. (Fig. 2.6). 

 

Figure 2.6 Computer Science Basics topics comprehension after the third step of the 
experiment 
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To sum up it should be noted that the feedback, received from the students’ 
groups, was also different. The test group shows higher motivation for further 
learning compared to the reference group.  

Similar directions in personalization of learning and teaching in electronic 
educational environment of the university can be found in article [73]. The source 
discusses issues about the pedagogical design of electronic educational 
environment of the university. The criteria for the design of a pedagogical scenario 
for each learning and teaching style are defined and described there. 

2.5 Conclusion and discussion 

Present chapter presented to readers three stages of the experiment with the 
Computer Science Basics course modification: “e-course”, “prior knowledge” and 
“learning styles”. Named steps include such kind of innovations as:  

 the course transference to Moodle electronic environment; 
 training materials update and new materials creation; 
 teaching students in accordance with their prior knowledge and 

learning preferences; 
 new teaching strategies. 

During the experiment, there was a positive dynamics in the students' 
understanding of the subject. This fact shows the correctness of the chosen 
methodology. Furthermore, this correctness was confirmed by results of the 
examination among the students of the two groups, test and reference.  

As a result of the described experiment the author of the thesis and 
author’s colleagues got the first part of the new Computer Science Basics course 
for first year non-IT students. Chosen strategy and techniques have allowed 
educators to teach students more effectively and learners got the opportunity to 
grasp new knowledge more quickly and systematically. 

Classroom activities of teachers and students took place in mutual 
communication. Therefore, the guidance and the formative role of the teacher of 
the renewed Computer Science course was realized in the creation and review of 
the theoretical material and the material in practical classes. 

During the process of upgrading the Computer Science Basics course, the 
author has created the model of individualization of the educational process in an 
e-environment, which considers the level of students’ prior knowledge and their 
preferences in the learning process (Fig. 2.7). On the author opinion, this approach 
to the individualization of learning was applied for the first time. 
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Figure 2.7 The model of the course individualization 

Applying this model, the author of this thesis and the Computer Science 
Basics course instructors try to find an individual approach to each student in the 
e-course and make it more dynamic, flexible and attractive for first year non-IT 
students.  

The next chapter provides readers with statistical analysis of the described 
experiment and the result, which once again confirms the correctness of the 
chosen direction in the current research. 
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3 STATISTICAL ANALYSIS 
In the previous chapter innovation stages of the first part of the Computer Science 
Basics course were described. Throughout the experiment, positive students’ 
feedback and good exam results showed the positive effect of the course and 
curriculum modifications. Finally, it was decided to examine the data with 
statistical methods with the aim to check and demonstrate the correctness of the 
chosen approach to an educational process. The main aim of current chapter is 
statistical analysis of the experiment results. 

This chapter is based on the paper B (Mironova, O.; Amitan, I.; Vendelin, 
J.; Saar, M.; Rüütmann, T. Strategies for the Individualization of an Informatics 
Course.) and C (Mironova, O.; Amitan, I.; Vendelin, J.; Vilipõld, J.; Saar, M. 
Maximizing and personalizing e-learning support for students with different 
backgrounds and preferences.) 

3.1 The Method of Analysis - Student’s t-test 

As the method of the hypothesis testing, the author chooses Student’s t-test [74] 
for comparison of two means. This statistical method is used to see if two sets of 
data differ significantly. This test assumes a normal distribution of samples and 
not significant differences between the standard deviations of either samples.  

The testing aim is to show that there were no significant differences 
between the test and reference group students in September, while in January the 
results are significantly different. 

3.2 The Formulae Used 

For calculations the author uses the formulae for the averages x (1) and 
corresponding standard deviation S  for both groups (2): 
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Finally, using formula 4 author calculates the experimental value expt : 



fRTest xx
t


exp

  (4) 

In addition, to compare this value with theory we need to calculate the degree of 
freedom df  using formula 5: 

22  ndf  (5) 

3.3 The Initial Data 

As initial data for calculations, the author chose September 2013 and 2014 
students’ test results of the test and reference groups, and the same groups’ results 
in January 2014 and 2015. All numerical results are presented in the Appendix of 
the current thesis. 

 It should be mentioned here that students of those two group, test and 
reference, solved the same test with similar questions at the beginning and at the 
end of the semester. 

All the considered samples are distributed normally (Fig. 3.1 – Fig. 3.4). 

 

Figure 3.1 Test group students’ test results in September 2013 
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Figure 3.2 Reference group students’ test results in September 2013 

 

Figure 3.3 Test group students’ test results in September 2014 
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Figure 3.4 Reference group students’ test results in September 2014 

Table 3.1 Both groups’ results and sizes 

 September 2013 September 2014 

 Reference 
group 

Test group Reference 
group 

Test group 

Test results 
(points) 

Number of students 

0 - 59 72 79 62 68 

60 - 84 17 10 13 7 

85 - 100 0 0 0 0 

Samples sizes (n) 89 89 75 75 

3.4 Calculations 

The means x  and the corresponding standard deviations S  are calculated 
by using the formulae 1 and 2: 
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Table 3.2 The means and standard deviations in Septembers 

 September 2013 September 2014 

Testx  6.49
89

4413
  7.38

75

2898
  

ferenceRx   8.46
89

4164
  8.38

75

2912
  

TestS  78.10
189

94.10222



 55.17

175

28.22793



 

ferenceRS   93.12
189

62.14721



 63.17

175

75.23010



 

Now it can be seen see that there is no significant difference between the 
standard deviations in either groups. It means that it is possible to continue with 
Student tests. 

The standard error of the difference between the two means is calculated 
by using formula 3: 

Table 3.3 The standard errors of the difference between the two means 

 September 2013 September 2014 

  
79.1

)189(89

62.1472194.10222





 87.2
)175(75

75.2301028.22793





 

Experimental t value is calculated using formula 4: 

Table 3.4 Experimental t values 

 September 2013 September 2014 

expt  56.1
79.1

58.4979.46


  07.0
87.2

83.3864.38


  

To compare this value with the theoretical tht  we need to calculate the 

degree of freedom using formula 5: 
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Table 3.5 The degrees of freedom 

 September 2013 September 2014 

df  1762892   1482752 df  

Using formulae 1 to 4 the author then calculated both groups’ results in 
January 2014 and 2015: 

Table 3.6 Both groups’ results in Januaries 

 January 2014 January 2015 

Testx  2.90
89

8029
  2.89

75

6687
  

ferenceRx   4.77
89

6896
  0.75

75

5621
  

TestS  61.7
189

94.5092



 46.9

175

08.6622



 

ferenceRS   93.11
189

22.12518



 82.12

175

79.12161



 

  50.1
)189(89

22.1251894.5092





 84.1
)175(75

79.1216108.6622





  

expt  49.8
50.1

44.7721.90


  73.7
84.1

95.7416.89


  

3.5 Numerical Results of the Experiment 

Using the table of theoretical tht values with the corresponding degree of freedom 

(Table 3 in the Appendix), it was founded that the means of September’s results 
are not different at any critical level (Table 3.7 The means in Septembers): 

Table 3.7 The means in Septembers 

September 2013 September 2014 
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65.156.1

exp



 thtt  
65.107.0

exp



 thtt  

This means that at the beginning of the course both groups of students, 
the test and reference, had the same level of knowledge. 

January 2015 results are the opposite – the means are different at critical 
levels. 

Table 3.8 The means in Januaries 

January 2014 January 2015 

29.349.8

exp



 thJan tt  
29.373.7

exp



 thJan tt  

These results show that the students who were taught using the presented 
system of the learning process individualization obtained knowledge much better 
than the others did. 

The progress of both groups is graphically shown in the Figure 3.5 - 
Figure 3.8.  

 

Figure 3.5 The reference group progress in 2013/2014 
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Figure 3.6 The reference group progress in 2014/2015 

Figure 3.7 The test group progress in 2013/2014 

Figure 3.8 The test group progress in 2014/2015 
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In addition, the progress of both groups is demonstrated in the Table 3.9 
and Table 3.10 and in the Figure 3.9 - 3.12: 

Table 3.9 The reference groups progress 

 Reference group 

 September 
2013 

January 
2014 

September 
2014 

January 
2015 

Test results 
(points) 

Number of students 

0-59 72 1 62 9 

60-84 17 68 13 47 

85-100 0 20 0 19 

Total 89 89 75 75 

Table 3.10 The test groups progress 

 Test group 

 September 
2013 

January 2014
September 

2014 
January 2015 

Test results 
(points) 

Number of students 

0-59 79 0 68 1 

60-84 10 21 7 20 

85-100 0 68 0 54 

Total 89 89 75 75 

 

Figure 3.9 The reference group progress in 2013/2014 
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Figure 3.10 The reference group progress in 2014/2015 

 

Figure 3.11 The test group progress in 2013/2014 

 

Figure 3.12 The test group progress in 2014/2015 
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These results confirm the validity of current study and the chosen method 
of course material and learning individualization. 

3.6 Conclusion and discussion 

The statistical analysis presented in the current part of the thesis and its numerical 
results show positive outcomes of the strategy used.  

The calculations with two relevant groups, the test and reference, 
demonstrate significant differences in achievements at the end of the first part of 
the Computer Science course. 

In the next chapter the author attempts to solve main issues related with 
difficulties, which non-IT beginners face in the second part of the Computer 
Science Basics course. This course section focuses on the programming basics 
and usually is sophisticated for the majority of the non-IT first year students. 
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4  PROGRAMMING FOR BEGINNERS 
As was mentioned previously, in Chapter 1, the Computer Science Basics 

course for non-IT first year students consists of two parts. Accordingly, it is 
necessary to improve and develop the second part, programming basics, in order 
to make it more affordable and attractive for the audience. Considering this 
improving it is necessary one more time to note that this part of the course is 
particularly difficult for non-IT first year students. 

 The difficulties in teaching programming have been described and 
systematized in researches [75, 76].  

 Due to the fact that all first year non-IT students, who learn the Computer 
Science Basics course have a minimum level of knowledge in programming field, 
it was decided to change the teaching strategy and first of all concentrate on the 
algorithmization and modelling rather than coding.  

As experience shows, the main programming concepts that are complicated 
for the non-IT learners’ understanding are: 

 object and its properties and methods; 
 events; 
 parallel and sequential processing; 
 data: variables and lists; 
 conditional statements; 
 iterations (cycles); 
 subroutines. 

At the same time, they are the most important concepts in programming and 
there is no opportunity to learn and teach without them. 

Present chapter is based on papers D (Mironova, O.; Amitan, I.; Vendelin, J.; 
Vilipõld, J.; Saar, M. Object-Oriented Programming for non-IT Students: Starting 
from Scratch) and E (Mironova, O.; Amitan, I.; Vilipõld, J.; Saar, M. Active 
learning methods in programming for non-IT students).   

4.1 The Programming Introductory Tool  

As was mentioned in article [77], the key challenge in learning programming is to 
acquire different sets of skills at the same time. In recent years, the demand for 
programmers and student interest in programming have grown rapidly, and 
introductory programming courses have become increasingly popular. Learning 
to program is hard however [78]. 

As practice and experience show, for better comprehension, it is good to 
graphically demonstrate and provide an opportunity to try out things that are hard 
to understand. This is especially important for visual and active learners with 
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strong preferences who are the main part of the audience on the Computer Science 
Basics course. Their numbers are demonstrated in the Table 4.1. 

Table 4.1 Number of students with strong learning preferences 

  2012/13 2013/14 2014/15 2015/16 

Total 156 178 150 168 
Visual 
learners 

36 62 57 67 

Active 
learners 

27 16 16 21 

A new and rapidly upcoming way in teaching programming basics is 
visual programming using an environment, which has been created especially for 
learning. The most popular are aforementioned Scratch, Snap! [79], Blockly [80] 
graphical tools, which are usable via browser. They make the programming 
process much easier for the beginners, especially for non-IT, who have not any 
experience in building algorithms, programming and coding.  

Prominent advantages of using visual programming, like motivation, 
interest and enthusiasm during the study, this thesis reader can found in different 
sources [81 - 83].  

Regardless of the students’ age, Scratch greatly helps to grasp the basics 
and develop obtained knowledge. The research [84] results also showed that 
students could successfully learn important concepts of Computer Science, 
although there were problems with some concepts such as repeated execution, 
variables, and concurrency. 

Moreover, Scratch gives advanced users the opportunity to extend the 
vocabulary through custom programming blocks written in JavaScript [85].  

In the presented Computer Science Basics course the graphical 
programming environment Scratch is used as a supporting tool before VBA or 
Python. After a few years of practice, the course instructors came to the conclusion 
that Scratch is an effective introductory tool to understand both the object-oriented 
approach and the functionality of a program. This conclusion is reinforced by 
some facts: 

 syntax errors are impossible in Scratch; 
 Scratch works as an interpreter; 
 graphical command blocks give an excellent visual picture of the different 

controls, used in the program; 
 Scratch is simple and expressive, it makes understanding the behaviour of 

created objects easier. 
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The author of this doctoral thesis has founded the support in chosen 
approach to programming basics in [86]. The main idea of this approach is a 
visualization of any program. Without any doubt, visualization plays an important 
role in teaching programming basics for novices. The author of this thesis is totally 
agrees with this statement. 

However, it should be noted that in present research Scratch visual 
programming environment is considered as a basic tool for visualization. Thus, 
Scratch performs two roles in described teaching approach: new programming 
language, which is used for introduction to textual programming and after, on the 
next stage, it is the instrument for the explanation and visualization. 

In this chapter, the author discusses the design principles that guided her 
development of Scratch and her strategies for making programming accessible 
and engaging for everyone. 

With regard to object-oriented programming, creation of objects in Scratch is 
provided by drawing or importing graphics. Scratch objects are named sprite and 
each one has its own properties and methods. Combining the blocks for each 
object creates the methods. Some of the blocks are used to show the reaction of 
the object to some events. Thus, it can be seen here the main aspects of object-
oriented programming resulting in an attractive animation. 

Brennan and Resnick [87] have identified seven concepts with examples, 
which people tend to use when they program in Scratch: 

1. Sequences; 
2. Loops; 
3. Events; 
4. Parallelism; 
5. Conditionals; 
6. Operators; 
7. Data. 

Based on these concepts and personal experience in programming teaching let 
the author demonstrate how Scratch solves issues in the problem areas in 
programming basics, which were mentioned above: 

4.1.1 Object with its Properties and Methods 

Each Scratch object named Sprite has properties like the name, coordinates, 
direction, rotation style, etc. (Fig. 4.1). 
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Figure 4.1 A Scratch object and its properties 

Most of such properties can change their values by some method (script 
in Scratch) or a user may change them manually. 

Figure 4.2 shows some blocks used to change properties of an object. 

 

Figure 4.2 Blocks for changing the properties of an object 

 These blocks make it quite easy to understand the property concept.  

4.1.2 Events 

There is a rather long list of pre-defined events that can be handled by Scratch 
scripts. An event is handled by a script (method) starting with a special block. 
Some of the event blocks are shown in Figure 4.3. 

 

Figure 4.3 Some blocks to start the event handling script 

 Using an event block in the beginning of the script students had better 
understand how are organized the application and the relations between scripts. 
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4.1.3 Parallel and Sequential Processing 

Running each script is considered a separate process. Scripts that handle the same 
event will be running in parallel after the event occurs. For example, the left scripts 
in Figure 4.4 are performing at the same time and they implement the reaction on 
the “click” event. The right script is the same actions but they are executed 
sequentially.  

 

Figure 4.4 Realization of the parallel and sequential processes 

 It should be noted that it is easy to follow and explain the difference due 
to animation: the right figure side – the object firstly jumps and then moves; the 
left side – the object is jumping and moving at the same time. 

4.1.4 Data 

Variable is one of the basic concepts in all programming languages. Its meaning 
in programming differs from its use in mathematics, which first year students 
know from secondary school. As to lists, and especially indexation of the list 
elements, these are absolutely new concepts for the first year non-IT students and 
usually cause learning difficulties and mistakes in usage.  

The graphical environment Scratch provides clarity in understanding the 
meaning of a variable and list concepts. All variables and lists have to be created 
manually before using them in a script. Using the command “Make a Variable” or 
“Make a List” in the Data group (Fig. 4.5) of the blocks students try out, see and 
this way understand it better as a named place in the computer memory.  

The approach is very useful and worth considering in further 
programming activities. Thereby students become familiar with the programming 
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term “variable declaration”, which, in its turn, will be used later, during a 
programming in VBA. 

 

Figure 4.5 Commands of a Data group 

 

Figure 4.6 A variable declaration in Scratch 

Furthermore, the users have to define the scope of the created variable or 
list, which leads them to understanding the meanings of global (in Scratch “For 
all sprites”) and local variables (in Scratch “For this sprite only”) and 
demonstrates the difference between these two terms (Fig. 4.6). If an object (sprite 
in Scratch) is active, only global and local variables and lists can be used - it can 
be seen immediately. Thereby students obtain the concept of the data scope faster 
and better. 

A variable and list images on Scratch stage (Fig. 4.7) give students an 
overview of their values and some properties (e.g. length), which can be changed 
manually and/or in a program.  

In addition, due to Scratch animation, learners can follow how program 
processes list elements – during the process indexes of the elements are blinking. 
Terms “list element” and “element index” become clear too because they are 
visible.  
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Moreover, there are two ways to fill a list with elements or clear a list: 
manually and in the program. This greatly helps students in using lists in other 
programing languages. 

 

Figure 4.7 A variable and list images on Scratch stage 

It should be also noted that learners have to define the scope of the created 
variable or list, which leads them to better understanding the meanings of global 
and local variables and demonstrates the difference between these two.  

4.1.5 Conditional Statements 

Using branching blocks in Scratch helps students to compose if-sentences. For 
example, it becomes clear why they have not written the second condition in them 
(Fig. 4.8). 

 

Figure 4.8 The branching in Scratch 

4.1.6 Iterations 

Using Scratch blocks makes it easy to show students how iterations work – after 
its implementation learners immediately see the result: multiple iterations of 
chosen blocks (Fig. 4.9). 
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Figure 4.9 The iterations in Scratch 

This construction of the iteration and branching blocks gives a clear 
picture about the actions inside these blocks. 

4.1.7 Subroutines 

The ability to split a big task into smaller pieces plays an important role in 
structured programming. This is the most preferred approach in building 
programs.  

The majority of algorithmic languages support the definition of 
subroutines and functions, used in creating the code for the pieces of the project. 
Procedures without parameters provide an initial idea. One of the main methods 
of transferring data to subroutines is using the parameters. The authors’ experience 
shows that this is the most confusing topic for a beginner. 

Scratch 2.0, the new version of Scratch, provides teachers and learners 
with a perfect opportunity to make this issue easier. Learners can create and use 
their own Scratch blocks, where the definition of parameters is included (Fig. 
4.10). 

 

Figure 4.10 The user’s block creation 
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Students learn to create a clear structure in their project. They divide their 
task into logical parts and create necessary user blocks, providing them with 
parameters. Now the main script can use standard and user-defined blocks, 
transferring the necessary data by means of parameters. Figure 4.11 shows the 
definition and calling of the user-defined blocks. 

 

Figure 4.11 The user-defined block and its use in the main script 

4.2 Coding Based on Scratch 

The next Computer Science Basics course step is to proceed with other 
programming systems. Some lessons of practicing with Scratch tools make this 
transition easier. 

It should be mentioned that according the annual students’ feedback 
Scratch is the most popular module in the course. Students emphasize that just 
Scratch gives them an overview of the model of the problem and ways of its 
solution.  

The similar approach to current “coding based on Scratch” can be 
founded in the doctoral thesis [88] that formulates and evaluates a pedagogical 
technique whose goal is to help beginners learn the basics of computer 
programming. However, this visual environment should not be considered only as 
an introduction to programming. It must be recognized as an excellent tool for 
presenting algorithms and models. Despite the fact that Scratch was not created to 
solve complicated tasks, it can surely play two roles in educational process: 
introduction to programming and visualizing the algorithms and models in textual 
coding. Its second role is especially important for non-IT learners and beginners. 

It should be noted that in the current teaching approach, aimed to non-IT 
novices, the choice of the programming language is not as important as the 
development of students’ algorithmic thinking and ability to build models. Based 
on Scratch learners get the holistic picture of the issue and can follow the 
algorithm. These skills are very useful for learners throughout their study and in 
future work. 
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4.2.1 Python 

Python is an open source high-level computer programming language, developed 
in the end of the 80’s by Guido Van Rossun in the Netherlands. Python is not one 
of the most widely used languages today, but statistics indicates that it is among 
the top ten languages [89].  

A programming language for novices must enable the novice to learn 
these concepts without interference from the details of the programming language 
[90]. Python supports structured programming and procedural styles. This 
language does not require any declaration of simple variables, which makes work 
with it easier for the beginners. It has a large standard library. It is an open source 
and is available to all students. The language is a high-level language and has 
syntax, which allows programmers to express concepts in fewer lines of code than 
would be possible in some other languages.  

Discussion about Python as an introductive programming language in 
high school can be found in [91]. Switch to Python for all first year Tartu 
University students and its success is described in [92]. Research [93] shows that 
due to Python having a simple syntax, if compared to other languages, it was easier 
to introduce programming concepts to High-School students, emphasizing 
programming and problem solution. Article [94] suggests that Python is an 
excellent choice for teaching an object-oriented Computer Science. Authors of the 
have been very pleased with the use of Python, finding that it affords a clear, 
coherent, and consistent presentation of object-oriented programming.  

As practice shows, during programming in Python beginners usually face 
problems with indentations in their code. These indentations play a great role in 
Python and their misapplication can ruin the entire program. And again, Scratch 
helps to solve this problem: command blocks, which are situated inside iteration 
blocks and if-blocks, have the same indentation level as commands in Python (Fig. 
4.12). 

 

Figure 4.12 The indentations in Python and Scratch 



 
67 

The course main Python topics are covered in the textbook [95]. Similar 
ideas about Scratch and Python can be observed in [96]. 

4.2.2 Visual Basic for Applications 

As was mentioned earlier, Scratch and Visual Basic for Applications (VBA) have a 
lot in common. For example, a number of graphic objects can be placed into MS Excel 
applications. There are a number of VBA methods, which have equivalents in the 
form of Scratch blocks (e.g. set colour). Therefore, the coding part of the course starts 
with graphical objects animation in Excel. After that students solve tasks related to 
their speciality. 

During the second part of the Computer Science Basics course, the course 
teachers provide beginners with some ready-made procedures, to be used as “black-
boxes”. For example, procedures are used that correspond to Scratch blocks such as 
“wait” (Fig. 4.13), “move”, “glide”, “touching” etc. 

 

Figure 4.13 VBA procedure and analogous Scratch block 

This enables a faster transition to more sophisticated tasks in VBA. If 
students build and understand an algorithm (verbally, on paper and/or using 
Scratch), they can compose the textual solution using the existing procedures and 
their own commands. The course main VBA topics are covered in the textbook 
[97]. 

In addition, it should be noted that writing a program in VBA using 
already mentioned indentations is very useful and effective for beginners to 
understand better the program structure and better represent the result (Fig. 4.14). 

 

Figure 4.14 The indentations in VBA 
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4.3 Modelling and Algorithmization 

Thus, the visual programming environment Scratch makes the first beginners’ steps 
to programming field easier. Firstly, it motivates students due to its graphics and 
animation and, at the same time, helps them to follow the created objects´ behaviour. 
Secondly, it has not any syntax errors. Finally, Scratch is a remarkable tool for 
introducing a problem solution algorithm. 

The Computer Science Basics course teachers always try to provide students’ 
applications with a similar content. If a student has created a model in UML and the 
same application in Scratch, it is easier for him to "translate" it into the VBA or 
Python. Thus, if a learner understands the content of the model and the algorithm, it 
is easier also to understand the syntax of any language. The visual programming using 
flowchart is the best way for the beginners to create a program for general purpose 
[98]. 

The following example is about solving a typical textbook task where the 
program generates a random number and asks the user to guess it. Here we see the 
steps of solving the task: UML activity diagram (Fig. 4.15), the script from Scratch 
project implementing the behaviour of the cat (Fig. 4.16) and finally the program code 
in Python (Fig. 4.17) and VBA (Fig. 3.18). 

 

Figure 4.15 UML Activity diagram 
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Figure 4.16 Scratch Project 

 

Figure 4.17 Python code 

 

Figure 4.18 VBA code 
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4.4 Applied Active Teaching and Learning Methods 

Various tests have been carried out to identify students’ levels of prior knowledge 
in the second part of the Computer Science Basics course during 2012-2015. 
Unfortunately, all of them showed that non-IT students’ level is zero level. On this 
basis, it was decided not to divide all the students according to their level of 
knowledge during the second semester but to offer them more visual materials and 
practical tasks based on their learning preferences.  

Thereby one of the main objectives of teaching of programming basics to 
novices was to explain to students what is a model and an algorithm, and how they 
can be represented. In addition, it is necessary to mention the fact that most of the 
students were against the programming and claimed that this kind of knowledge 
is needless for them. Thus, teachers received one more task – to rework the 
programming module of the Computer Science course with the aim to increase 
students’ motivation. 

During the current research the author frequently mentions the term 
motivation. This is caused by the fact that the work on the improvement of the 
Computer Science course is aimed at students and their interest, which is 
inseparable from motivation. This is an abstract concept that is difficult to measure 
[99]. However, some general categories of motivation, such as intrinsic and 
extrinsic factors, were identified and measured [100]. 

To raise and keep students’ motivation in the learning process it is 
necessary to make the routine learning process more attractive and dynamic for 
them [101, 102]. A research into the motivations of students for studying 
programming is described in the article [103]. Results raise a number of questions 
for the teaching of programming. Achievements of the study in learning 
motivation indicate that teachers need to provide opportunities for students to 
develop their thinking [104]. 

The best way to interest and involve students in the learning process – has 
been proved to be their active participation in it. It is necessary to mention here 
that active learning can support learners’ development of the four capacities in 
many ways. For example, they can develop as: 

 successful learners through using their imagination and creativity, 
tackling new experiences and learning from them, and developing 
important skills including literacy and numeracy through exploring 
and investigating while following their own interests; 

 confident individuals through succeeding in their activities, having 
the satisfaction of a task accomplished, learning about bouncing back 
from setbacks, and dealing safely with risk; 
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 responsible citizens through encountering different ways of seeing the 
world, learning to share and give and take, learning to respect 
themselves and others, and taking part in making decisions; 

 effective contributors through interacting together in leading or 
supporting roles, tackling problems, extending communication skills, 
taking part in sustained talking and thinking, and respecting the 
opinions of others [105]. 

In the current section of the thesis, relying on literature and personal 
experience, the author try to suggests some ways for making programming more 
engaging for non-IT learners with the aim of raising their interest. 

4.4.1 The Visualization of the Processes 

As mentioned above, the course teachers build UML activity diagrams to describe 
algorithms in complicated tasks. A verbal description and pseudo code are been 
using as well. Now, when Scratch projects are created as an introduction to 
programming, they can also be used to visualize, formulate and describe the 
problem. 

At the beginning, the teacher provides the students with a prepared model, 
which is analysed in a group. The analysis is followed by writing the program 
code according to the diagrams. Later on, students have to create the models 
themselves. 

It has to be once more mentioned that according to tests most of the 
Computer Science Basics course students are visual learners. For them it is very 
important to see “how it works”. Scratch, with its elements of attractiveness, helps 
those students to understand the main idea of creating an application. 

VBA already has a built-in visualising tool: students can follow the code 
execution using the Locals Window (Fig. 4.19). 

 

Figure 4.19 The Local Window in VBA 
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It automatically displays all the names of the declared variables in the 
current procedure, their types and their values. When the Locals Window is 
visible, it is automatically updated every time – students can see and check each 
step and its result in their program. 

Python does not have such an opportunity, but still needs to be visualised. 
Computer Science Basics course teachers show students the Online Python Tutor 
[106]. Using the visualizing tool, the students can follow each step of their code 
and check the values and types of the variables, as well as the order of the 
operators during the execution. It has to be noted that this tool has some 
drawbacks, as it does not support the Python graphics, time functions and work 
with files. However, for the beginners in programming it gives the understanding 
of the code execution (Fig. 4.20) 

 

Figure 4.20 Python online visualizing tool 

4.4.2 E-learning 

As was mentioned above, during the semester all students work in Moodle e-
environment. This independent work mostly consists of grasping the new 
material, taking self-tests and other learning tasks.  

For better understanding, the theoretical material should be presented to 
non-IT students in simple and clear forms. A multitude of books and any other 
materials provided for them does not mean that they are useful for the students; 
moreover, this can be intimidating for the beginners. 

During the Computer Science Basics course development and evolution 
the author of the thesis and lecturers who were involved in the experiment have 
been trying to adapt theoretical teaching materials for the e-environment and 
deliver it to students in most suitable forms (Chapter 2). The main conclusions 
here are to provide students with small portions of the learning material and 
maximally visualize them. In this context, a small portion does not mean that 
students will lack some knowledge – it means that they are provided with well-
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filtered materials, which are adapted to non-IT beginners. A great role here is 
played by short teaching videos that explain the main programming concepts and 
usage cases.  

After each new topic students have to fulfil corresponding tests. Modern 
testing systems provide the course instructors with a variety of test types and, 
using them the course the author have worked out a test system which uses tasks 
similar to the pre-prepared program tasks.  

As experience shows, the most effective type of the test, which greatly 
helps non-IT students, is “fill in the gaps” type. Students get the problem 
description and the corresponding program text with some gaps and their task is 
to fill in gaps and check their results afterwards. Doing this, students learn the 
syntax and learn to understand the algorithm. In addition, tests, where students 
have to make the program text out of sentences arranging them in the correct 
order, teach students to see and understand a model of the proposed tasks. 

It is very useful for the students to check and correct their classmates’ 
programs. This activity develops such an important skill as the ability to read and 
understand a code written by another person. Moodle environment provides 
teachers with this opportunity and they periodically use it in the course.  

It should be mentioned that students’ independent work in Moodle is 
divided into stages, which are ordered and a transition to the next stage is possible 
only after finishing the previous one. Such course construction helps the course 
teachers to monitor the current situation in students’ knowledge. Moreover, such 
a system brings a competitive note into the learning process and makes it more 
attractive. 

4.4.3 Face-to-face Lessons  

Practice is one of the most important steps in learning the art of computer 
programming [107]. It should not be expected from non-IT students and especially 
from the beginners that they immediately start to write a program code after the 
first explanations. The best option here is a simple copying task from the teacher’s 
screen projected on the board. During this copying students do not think about 
why it is so, their interests are limited to the fact that they need to copy some text 
on time and afterwards check whether the program works. It is great if they are 
able to do it on their own, however, usually students are not able to check and 
correct it due to incomprehension of the solution. To make the situation more 
positive, the author has worked out some strategies that can help to involve 
students in the coding process during face-to-face lessons.  

Firstly, it should be mentioned that during the programming module of 
the Computer Science Basics course, the majority of the created applications are 
small games that students can play – one more motivating factor. Using Scratch, 
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students make games and within the process, learn to understand their algorithms. 
Scratch gives an opportunity to test and, if necessary, correct the algorithm 
immediately without thinking about the syntax. Afterwards, when an algorithm is 
already clear, it is simple to translate it to VBA or Python, concurrently learning 
the syntax. Thus, a teaching tool like Scratch already adds an element of 
attractiveness to the course. Paper [108] suggests the effectiveness of similar 
approach to reduce initial difficulties for freshmen learning programming 
concepts. 

Secondly, as a group-work assignment during a face-to-face lesson it is 
possible to offer students a possibility to play a game: they have the algorithm of 
a program and each student in the class should write one line in the code. The 
named method is quite controversial, but it is useful at the beginning of coding, 
when students just learn the basics. Afterwards, when each student has his/her 
own programming style, it is not so useful. However, it teaches to understand 
others’ manners, proves, and demonstrates why one solution can be better and 
more logical than another can. However, there it is important to know what kind 
of learners are in the class. Therefore, it is possible to implement this kind of work 
only when the instructor is familiar with the audience. 

It should be noted that this is important knowledge in any subject, not only 
in programming. In addition, this game greatly helps teachers to maintain a high 
level of students’ attention during the lesson. 

The next assignment for students, which are successfully applied, 
especially before practical tests, is correction of mistakes in a program text. As 
usual, students have their task description and corresponding program, which does 
not work at all or does not work properly. The number of mistakes is also known. 
The mistakes are different: from simple misprints to syntax or logical errors. As 
the author’s experience shows, such assignments are useful if offered as pair work. 
Here the group work skills are developing among students and they learn to 
understand the program code. Besides, in such a way students learn the syntax by 
discussing it. 

In addition, compared to the previous learning task, the new system works 
more effectively. This is a bonus. During the semester students can collect the 
bonus points and, if necessary, use them at the final exam. Students can get these 
points, for example, for solving some additional tasks in the lesson, at home or in 
Moodle environment. Usually the bonus system is determined at the beginning of 
the semester and sometimes it is an additional reason for students to attend the 
lesson.  

There should be noted that attendance affects the quality of knowledge 
and there are many reasons why it can facilitate grades, such as:  
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 lectures, class discussions, and other activities during class provide 
additional information beyond the textbook, class notes, and handouts;  

 students can relearn information in class that they read in the textbook and 
handouts;  

 students have increased opportunities to learn instructor’s expectations 
and ask for clarification on assignments;  

 students have increased opportunities to establish collaborative learning 
with classmates [109]. 

When new theoretical material is explained, the course teachers often use 
ready-made programs to introduce some topics to learners. In such a case, it is 
advisable to prepare, in advance, some mistakes in the code and within the 
discussion, correct them together with students. This way, new concepts are 
assimilated much better and students learn to respond to different types of errors 
and afterwards are not afraid of them. 

The teaching strategies mentioned above are the main types that the author 
applies in the Computer Science Basics course and they are aimed at raising 
students’ interest in the programming subject by better engaging them into the 
learning process. As students’ feedback shows, these methods work and bring 
positive results. It is necessary to apply different strategies in teaching, not only 
in programming, with the aim of varying students’ learning and educators 
teaching experience and style. 

4.5 Positive Outcome of Applied Teaching Techniques 

As was mentioned above, programming basics for the first year students, who are 
non-interested in this field, is complicated. However, during the experiment with 
visual programming and active teaching, the course teachers have noticed the 
positive trend in learners’ academic results. Average exam grades for last 
academic years are demonstrated in the Table 4.2 and in the Figure 4.21: 

Table 4.2 Average exam grades during the experiment 

Academic 
year 

2010/11 2011/12 2012/13 2013/14 2014/15 2015/16 

Average 
grade 

2.5 2.7 3.0 4.0 4.2 4.3 
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Figure 4.21 Average exam grades during the experiment 

More detailed results, which were collected during the experiment, can be 
found in the Appendix of the current thesis. 

Thus, it can be noticed that the visual environment Scratch and applied active 
teaching techniques really help beginners in their starting in a programming field. 
Scratch helps to grasp main concepts and keeps students’ interest and motivation on 
the high level. In combination with the active teaching methods used, the course 
teachers managed to achieve good results in teaching programming basics. 

4.6  ‘Basics of Applications Development and Programming’ for 
School Pupils and Schoolteachers 

Computer Science is necessary at modern schools for nowadays children. Results 
of the research [110] provide strong evidence to justify learning Computer Science 
in middle schools. The improvements in learning, teaching efficiency, and 
affective factors are easily discerned in the transition to secondary school 
Computer Science.  

Speaking about programming for beginners, it should be noted that the 
non-mandatory course ‘Basics of Applications Development and Programming’ 
has been included in the curriculum of Estonian secondary schools starting from 
year 2011. The course was created based on the experience of Department of 
Software Science at TUT in teaching students for many years their main 
challenges in the beginning of the programming study. In considered course 
development authors and educators try to keep up with the times and trends in 
computer education as [111, 112].  

This practical school course duration is 35 hours, basic tools there are 
Scratch, VBA and Python. The course consists of three components: 

2.5 2.7
3.0

4.0 4.2 4.3

2010/11 2011/12 2012/13 2013/14 2014/15 2015/16

Academic year

Average grades during the experiment
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 methods and tools for creating applications; 
 modelling and algorithmic principles; 
 programming bases. 

Unfortunately, there are no enough teachers for teaching this course in 
Estonia. It is the biggest problem in named course promotion. 

In order to use and develop this new course and after get good results in 
teaching pupils the first need is to teach schoolteachers. At the present moment 
the majority of Estonian schoolteachers do not use knowledge of programming or 
very often do not have it. 

Furthermore, primary and secondary school teachers are also very 
interested in using Scratch for teaching pupils but they have lack of knowledge 
and experience.  

People often do a mistake that Scratch is only for programmers, teachers 
of Computer Science or for interested children. It is one more reason to show to 
schoolteachers how they can use Scratch for all school subjects for making their 
teaching process more attractive and dynamic for modern children [113]. 

That is why now TUT Department of Software Science is teaching 
Scratch for schoolteachers. This course is much deeper than Scratch courses for 
students because it has more methodical and didactic problems and tasks related 
to different subjects. Educators are using different methods of teaching, like group 
works, lessons-presentations and making curricula for future work.  

Thus, the Department of Software Science at Tallinn University of 
Technology and the author of this thesis have created and constantly develop the 
following programming courses for beginners: 

 ‘Basics of Applications Development and Programming’ for school 
pupils from 15 to 18 years; 

 ‘Basics of Applications Development and Programming’ for 
schoolteachers; 

 ‘Programming basics’ for children from 10 to 14 years. 

The first of them is aimed to learners, who are already interested in 
programming and want to enhance their knowledge. The second one, for school 
teachers, is dedicated to didactic problems and their solutions. The main tools here 
are Scratch, VBA and Python. The volume of each of these components varies 
within 35 hours depending on the level of knowledge and skills, as well as the 
needs of learners. Scratch course for teachers and its outcomes are presented in 
[114]. Similar approach can be found in two-day workshop for teachers, which is 
described in article [115].  
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The author of this thesis suggests to teachers, who are new in the teaching 
of Computing, to read the article [116]. This study is able to offer guidance to 
teachers on how develop their Computing teaching skills. In addition, 
schoolteachers can familiarize with paper aimed to propose e-Learning model as 
an educational concept to teach introduction to programming for secondary school 
learners [117]. The objective of this model is to determine the components 
involved by applying collaborative learning in e-Learning, to enhance students’ 
motivation and understanding in the subject Information and Communication 
Technology, specifically in topic introduction to programming. In addition, the 
author could suggest to Scratch teachers to join ScratchEd community [118]. This 
is an online community where Scratch educators share stories, exchange 
resources, ask questions and find people. 

The last Programming Basics course is addressed to the younger 
generation with the aim to kindle their interest to IT and particularly to 
programming. Due to the age and level of knowledge learners of this course create 
applications only in visual environment Scratch. 

For named programming courses new learning materials [119 - 121] were 
specially developed at the Department of Software Science at Tallinn University 
of Technology. The short report about Scratch in TUT this thesis reader can find 
in the presentation [122] from Scratch Conference 2013 [123]. 

For those learners who are interested in Scratch and want to develop their 
computational thinking, free/open-source web application Dr. Scratch [124] was 
designed in Spain [125]. Learners and instructors can use this tool to analyse 
Scratch projects and receive feedback on the quality of the programs [126]. 

4.7 Teaching Scratch 

After TUT programming courses description it is necessary to give an overview 
of the several programming courses, which use Scratch for teaching. This 
overview should help readers to recognize the differences between them and the 
course, which is described in this thesis. 

4.7.1 Scratch Courses in the World 

Currently a variety of the programming courses for beginners is developed in the 
world. Some of them are free, some are not; some courses are online, some are 
using blended learning principles. They all are different, but programming using 
Scratch is their main principle. It is not possible to describe and analyse all the 
courses in the current research, however consider some of them. 

Firstly, Harvard University new programming course CS50, which was 
launched in autumn 2015 [127]. This course considers C programming language 
foundations based on some Scratch blocks (Fig. 4-21 and Fig. 4-22), which help 
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to understand main programming principles. Scratch is used there during the first 
2 weeks. 

 

Figure 4.22 Loops with Scratch in CS50 

 

Figure 4.23 Conditions and Boolean Expressions with Scratch in CS50 

Secondly ‘A Computer Science Principles Course’ [128], developed by 
the UTeach Institute at The University of Texas at Austin. Summary table [129] 
shows that one of the programming environments of this course is Scratch. 
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In addition is worth paying attention that Snap! - Scratch language 
implementation is one of the programming environments in the course ’The 
Beauty and Joy of Computing’ developed at the University of California, Berkeley 
[130].  

Free online short course – ‘Scratch - Teach Computer Programming in 
Schools’ [131] introduces learners to Scratch and its advantages in an educational 
setting, reviews the features and functions of the Scratch interface, and how to 
program using the Scratch software application. Programming course consists of 
5 modules:  

 Module 1: Introduction to Scratch;  
 Module 2: Scratch Interface; 
 Module 3: Scratch Tutorials; 
 Module 4: Scratch Cards; 
 Module 5: Scratch Assessment. 

‘Introduction to Programming with Scratch in Education’ course [132] at 
the University of Northern Iowa takes learners through the ins and outs of 
programming with Scratch and prepare for introducing students to Scratch. The 
course schedule is: 

Unit 1 - Getting Started with Scratch; 

Unit 2 - Scratch for Storytelling; 

Unit 3 - Scratch with Text Interaction;  

Unit 4 - Scratch with mouse/keyboard interaction;  

Unit 5 - Using Lists in Scratch. 

The course ‘Code Yourself! An Introduction to Programming’ teaches 
learners how to program in Scratch, an easy to use visual programming language. 
More importantly, it introduces learners to the fundamental principles of 
computing and it helps them think like a software engineer [133]. 

One more course, which could be mentioned here, is free online course 
from Harvey Mudd College – ‘Programming in Scratch’ [134]. It should be noted 
that separate Python course [135] could be found there as well.  

More various programming courses this thesis reader can find in: [136 - 
139].  

4.7.2 Scratch Courses in Estonia 

In Estonia there are not so many programming courses for novices, which use 
Scratch.  
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 The University of Tartu has developed Scratch teaching material for 
students [140]. This educational material consists of fourteen units, which cover 
the main Scratch topics. Short videos with explanations and practical assignments 
are used there. 

In addition, there is one more ‘Scratch’ course [141], which consists of 
four parts with short videos, text materials and practical assignments.  

Short report, which includes information about programming courses in 
Estonia can be founded in [142]. 

4.7.3 Analysis 

The above-mentioned review shows that programming courses can be divided into 
two types: 

 courses, which include Scratch as the main programming tool; 
 courses, which include Scratch (more precisely, its elements) as the 

introductive tool to serious textual coding. 

The first type has been mainly developed to meet the interests of younger 
students. No previous programming skills are required there. In these courses, 
elementary school students are introduced to fundamental programming concepts. 
Students learn how to create animations, computer games, and interactive projects 
using Scratch. Throughout these courses students create their own computer 
games and share them with their instructors and classmates. 

The number of courses of the second type is far less. Those courses are 
aimed to university students and include some Scratch blocks for visual 
explanation of the basics programming concepts.  

The teaching approach to the programming course, which is described in 
current thesis, is slightly different. Despite the fact that the course ‘Basics of 
Applications Development and Programming’ is also an introduction to 
programming the main aim there is to develop students’ algorithmic thinking 
using certain programming tools.  

 The TUT programming course combines four programming 
environments: UML, Scratch, Python and VBA, which proportions vary 
depending on the age of learners, their level of knowledge and skills. Moreover, 
this course is able to be of interest to students of all ages from 10 years. 

Practical assignments also vary depending on the audience, however the 
teaching algorithm is the same: students construct models of the tasks and try to 
solve them using aforementioned environments. This approach focuses mostly on 
the model, algorithm and their visualization, rather than teaching syntax and 
coding techniques. The basic principle here: if a student is able to build a holistic 
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model and create an algorithm, then student is able to implement it on any certain 
language.  

4.8 Conclusion and discussion 

In conclusion, it is necessary to note that success in programming basics learning 
and teaching to novices depends on many above considered aspects. Most 
important of them is the proper choice of starting point – the first programming 
language or programming environment. This language should raise pupils’ 
interest, be useful in future learning and be a tool for the visualization. As practise 
shows, Scratch is a perfect tool for grasping modern concepts in building 
applications and it greatly helps students in their future study and professional 
work. 

 In addition, the use of a proper pedagogical technique is important at the 
stage of the beginning of the teaching programming. The correct method of 
teaching that includes active learning methods in combination with blended 
learning provides success in whole learning and teaching process. 

Based on the above said, it should be concluded that in this thesis 
described methodology is based on mostly on the model, algorithm and their 
visualization, rather than teaching syntax and coding techniques. In this case, the 
choice of the programming language for a textual coding is up to the teacher, 
which is aware of the needs of students and monitors trends in programming 
languages. 

The main aim of chosen approach is to develop students’ algorithmic 
thinking and teach them how they can build a model and follow an algorithm of 
any problem. To achieve this goal the author and author’s colleagues try to provide 
students’ applications with a similar content using different programming 
systems.   

Moreover, it is necessary to explain to the first-year students that 
knowledge and skills that they gain in this course are useful for them throughout 
the study and in future work. To achieve this goal the author and author’s 
colleagues provide students’ tasks and assignments that are close to real life.   

Visualized tools like Scratch are a good way to introduce and, afterwards, 
better and faster understand the main concepts of object-oriented approach. In 
addition, Scratch makes it easier to write a programming code in any language 
when these concepts are already understood. After “the first level understanding”, 
any programming process for non-IT students and especially for the beginners 
should be visualized in any case using suitable instruments.  
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CONCLUSIONS 
This chapter answer the research questions, summarizes the main results of this 
thesis, and proposes the future work. 

Answers to the Research Questions 

During the study the author of this thesis could get the answers to the questions 
raised at the beginning of the experiment.  

General research question was “How to help novices to overcome 
complexity of Computer Science Basics learning?” This question was divided into 
two sub-questions: 

“How to combine study about learners’ level of readiness with theory of 
learning styles?” 

“How to use this combination in practice with the aim to individualize 
teaching and learning?” 

Answers were identified during the study – new teaching approach was 
developed and successfully applied in practice. 

 Firstly, students should have the opportunity to learn not only in 
classes.  

o Taking this fact into account course teaching and learning 
were transferred into Moodle e-environment that has given 
teachers and students more opportunities for effective teaching 
and successful learning.  

 Secondly, non-IT students usually have not enough prior IT-
knowledge before any Computer Science course. Moreover, TUT 
matriculants’ level of computer skills has been steadily decreasing.  

o Solving this issue the author and author’s colleagues, who 
were involved in the experiment, have found a solution – 
students division into groups according to their prior 
knowledge. This division has given course instructors an 
overview of students’ level and accordingly their needs in 
additional learning materials. Applying this idea the author 
could provide all students with learning materials, which are 
suitable just for them. 

 In third place, there is the known fact that all people learn in different 
ways. However, regardless of this all kind of learners should be 
provided with the best conditions to acquire knowledge. 

o Solving this problem the author has divided students into 
groups according to their learning preferences according to 
Richard Felder’s theory of learning styles. This division has 



 
84 

provided students with appropriate learning materials and 
assignments.  

 Fourthly, teaching programming foundations to students, who do not 
have prior knowledge and especially interest and motivation in named 
field, is complicated for teachers. At the same time such learning 
process is difficult for these students.  

o Solving the situation the author and author’s colleagues have 
worked out and have applied the teaching system, which has 
greatly helped them and students in programming basics 
teaching and learning. The main idea of this approach is the 
implementation of the visual programming before any textual 
coding. In addition, the experiment has shown that the 
majority of modern students are visual and active learners – 
these types of learners need something dynamic and attractive. 
Students, who have been taught in this manner, understand 
programming basics better and more quickly than others do. 
Using Scratch they can create a model and an algorithm and 
after to translate it to VBA or/and Python. It is necessary to 
add here that VBA and Python have their own visualizing 
tools, which have been actively used in the second module of 
the Computer Science Basics course. 

o Moreover, Scratch has added some attractiveness to the 
programming course that has affected to students’ interest and 
motivation.  

o In addition, during the practical part of this research, contact 
lessons, the author had the opportunity to implement active 
learning methods in practice and finally give 
recommendations on the use of appropriate forms, methods 
and organization of training.  

The innovated teaching approach was able to increase students’ interest 
and motivation, which is a very important aspect especially for the first year 
students at university. Students could overcome main above named difficulties 
and received better results.  

Moreover, during the experiment variety of new teaching materials for 
different students’ groups was developed. These materials can be used not only 
for university students. School pupils and schoolteachers, who are interested in 
Computer Science Basics and who are beginners in this field, can be taught using 
this educational set. 

In addition, the author would like to emphasize again that the content of 
the material, which is adapted to students’ prior knowledge level and to their 
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learning styles, helps them better deal with a learning material and is an important 
factor in learning individualizing.  

Contributions 

During the research, having received answers on the research questions, the author 
of this doctoral thesis has created blended teaching and learning model, which is 
based on students’ prior knowledge and preferences in learning process and is 
realized in Moodle e-environment.  

Through the teaching model, which was developed on the TUT Computer 
Science Basics course it was possible to deeply explore students’ personal 
character traits and preferences using Richard M. Felder’s learning styles theory 
and combine this significant information with important data about students’ prior 
knowledge level. The operability and effectiveness of this combination were 
statistically confirmed during some years of the experiment. 

Moreover, according to the experiment results, the author could 
individualize the teaching and learning processes and significantly improve their 
quality. Thus, it was possible to show the effectiveness of the theory of combining 
aforementioned teaching strategies.  

Due to this combination blended teaching and learning model for 
Computer Science Basics course for beginners has been worked out. This course 
model provides the essential support for students with appropriate learning 
materials and activities and accordingly helps them to achieve higher level of 
knowledge. 

The main attainment of developed model is effectiveness of teaching and 
accordingly success in learning, which were achieved by maximal teaching and 
learning flexibility and individualization. Such aspect has not been taken in the 
account to the necessary extent in previously considered researches. Teaching 
model, presented in this doctoral work, proceeds from each student’s needs, 
preferences and learning style. Each student here has been considered as a set of 
certain parameters, which compile his/her individuality and determine the 
maximally effective route through training materials in the learning process. 

To conclude it should be noted that the main novelty of this thesis is firstly 
combined two teaching strategies: teaching according with learners’ prior 
knowledge level and learners’ learning styles. Chosen methodology can be 
understood as an in-depth examination of the learners’ data with the aim of 
extracting useful information from it to cater for flexible and more effective 
teaching and learning.  

In reference to teaching programming to novices, this thesis author has 
presented the teaching technique, which is based on visual programming using 
Scratch. The novelty of presented approach is using of Scratch in teaching and 
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learning – it plays two significant roles here: the first and introductive 
programming language and the basic visualizing instrument for representing an 
algorithm during a textual coding.  

The main idea of this strategy is to teach beginners in programming how 
to build a model of solving problem and create an algorithm of its solution using 
visual environment. When algorithm building using Scratch is clear for a learner 
and main programming principles were studied, it is the right moment for 
switching to textual coding.  

Using Scratch students have the opportunity not only create a model, but 
also they learn such main programming concepts as conditional statements, 
iterations and data. Subsequently it is much easier to learn and apply a syntax of 
any particular programming language, having basic knowledge in the visual 
environment. 

Thus, in the present research all shortcomings, which were discovered in 
the sources considered by the author [20 - 31], were taken into account:  

 If students do not have any experience and motivation, it is necessary 
to start with something simple and attractive. Scratch here is the 
optimal solution.  

 The optimal set of learning topics for the first year students was 
selected. This set fully satisfies the needs of students at the university 
and also gives them the necessary basis for the expansion of their 
knowledge. 

 Difficulties in learning arise for different reasons. In this study, at least 
two reasons were eliminated: the lack of prior knowledge and 
difficulties with the perception of the learning material.  

 Personalization of training was achieved by considering of the 
characteristics of each student. 

 One of the distinguishing features of this study was the fact that 
students were not aware of the experiment. This condition also 
reinforced the reliability of it results. 

Moreover, the presented approach to Computer Science Basics teaching to 
novices follows the main principles of computational thinking [2 – 4, 36] - 
students have been taught: 

 to formulate problems in a way that enables to use a computer and 
other tools to help solve them; 

 to organize data logically and analyse it; 
 to represent data through models; 
 to automate solutions through a series of ordered steps; 
 to identify, analyse and implement possible solutions with the goal to 

achieve the most efficient and effective combination of steps; 
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 to generalize and transfer a problem solving process to a wide variety 
of problems. 

Future Work 

At the present time Computer Science contents develops and changes fast. New 
generation of learners needs contemporary and extensive knowledge in this field. 
In connection with this situation, the main goal of nowadays educators is to 
provide contemporary learners with such kind of knowledge.  

Pedagogical sciences also do not stand still. Combining leading trends in 
both directions is possible to reach success in teaching providing students with 
high quality educational materials and learning activities. 

Now the author of this thesis is head of the working group, which develops 
wider course, which name is IT Foundations and which includes variety of 
educational topics. The author intends to continue developing the created teaching 
approach for novices in the chosen style and direction, trying to adapt it maximally 
to learners with different preferences as much as possible.  

In addition, using the worked out programming teaching strategy, the 
author continues to develop and promote programming basics courses for 
beginners and all learners who are interested in the acquisition of new knowledge. 
The lastly named group – learners who fill the interest – is excellent material to 
experiment with content of educational material and to try something new in 
teaching.  

Based on this thesis results it could be concluded that there are no 
unreachable aims in educational process. Desire and motivation are needed, 
backed up by science and positive results.    
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ABSTRACT 
The goal of this doctoral thesis is to analyse the existing and develop new teaching 
technique for teaching Computer Science Basics to novices. 

Present work describes teaching strategies and their combinations, which 
are used to compile and teach the Computer Science Basics course developed 
during last years, from 2010. This course is aimed to the first year non-IT students 
at Tallinn University of Technology and it acts as a model of present research.  

The aim of developed strategies is to achieve better results in teaching and 
learning through the combination of Richard M. Felder learning style theory and 
students’ prior knowledge level. The main research methodology of this thesis is 
based on the known principles of blended learning.  

During the present research the teaching approach to the Computer 
Science basics was studied, reviewed and developed. Moreover, the content of 
teaching materials was greatly renewed in accordance with the results of the study.  

To study the teaching approach and achieve the research goal various tests 
were carried out to identify students’ levels of knowledge and learning 
preferences. Throughout the long-term experiment, the first year non-IT students, 
who are beginners in Computer Science field, were divided into groups according 
to tests outcomes. These groups were formed of students with different levels of 
prior knowledge and learning styles. During their study students have got learning 
materials that were developed based on knowledge, which course instructors have 
got from tests. The chosen teaching approach comprises a combination of 
successful strategies, such as e-support and students’ background study, to 
enhance their positive effect.  

Furthermore, the author of this work considers, analyses and develops the 
main techniques and principles of programming teaching for the beginners in this 
field. There under the beginners the author of the thesis understands non-IT 
students, school pupils and schoolteachers who are starting to learn programming 
basics.  

The first important result of this research is new combination of known 
teaching strategies – worked out course teaching model, which can be successfully 
applied for the teaching in other Computer Science courses. The success of chosen 
strategy is demonstrated by comparing the achievements of the test groups, who 
were taught using the developed strategies, with the reference groups, who were 
taught in a conventional manner. Renewed and supplemented learning materials 
were provided for the students considering the two main aspects: the level of their 
prior knowledge and their preferred learning style.  
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The second achievement of this thesis is the programming foundations 
teaching methodology, which is developed and applied in practice in the 
Computer Science Basics course as well as in additional courses in Tallinn 
University of Technology. The main idea of this approach is model-based 
programming teaching that is founded on the visual programming, which is 
integrated into courses before any serious coding. The goal of this methodology 
is to make clear main principles of modelling and algorithmization and 
accordingly give students the knowledge base for exploring the textual coding.  

The Computer Science Basics course for the first year non-IT students 
from economics, social, chemistry and civil engineering faculties at Tallinn 
University of Technology and courses for school pupils and schoolteachers are as 
a model of teaching and learning using this strategy. Despite the fact that TUT 
matriculant’s level of prior IT-knowledge constantly decreasing the author of this 
thesis has worked out the new teaching model, which provides support for 
students with appropriate learning materials, and help them to achieve high level 
of knowledge. 

Combining abovementioned results it could be claimed that the main 
contribution of the undertaken work is new successful teaching strategy for 
teaching Computer Science Basics to novices.   
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KOKKUVÕTE 
Antud doktoritöö eesmärk on analüüsida olemasolevat, ning arendada uut 
õppetehnikat üldinformaatika õpetamiseks algajatele.  

See uurimistöö kirjeldab õpetamisstrateegiat, mida on kasutatud viimastel 
aastatel – alates aastast 2010 – välja töötatud üldinformaatika kursuse arendamisel 
ja õpetamisel algajatele. Kursus on suunatud Tallinna Tehnikaülikooli esimese 
aasta mitte IT eriala üliõpilastele.  

Esitatud õpetamisstrateegia põhieesmärk on parimate tulemuste 
saavutamine õppimises ja õpetamises, kombineerides Richard M. Felderi 
õppestiilide teooriat ning tudengite eelteadmiste taset. Kasutatud metodoloogia 
baseerub segaõppe tuntud printsiipidel. 

Doktoritöö käigul oli uuritud, analüüsitud ja arendatud 
õpetamislähenemine Informaatika algkursusel. Pealegi kursuse sisu ja materjalid 
olid uuendatud vastavalt töö tulemustele. 

Õppurite teadmiste taseme määramisel ja nende õppimisstiilil põhineva 
õppeprotsessi eelistuste tuvastamiseks viidi läbi suur hulk erinevaid teste. Selles 
pikaajalises eksperimendis jagati esimese aasta mitte IT-eriala üliõpilased 
vastavalt testi tulemustele rühmadesse. Seega moodustati grupid, mis vastasid 
õppurite eelnevatele teadmiste (eelteadmistele) tasemetele ja õpistiilidele 
vastavalt testide tulemustele. Valitud lähenemine sisaldab selliste edukate 
strateegiate nagu e-tugi ja õppurite õpistiili taustauuring ühendamist nende 
positiivse koosmõju suurendamiseks. 

Peale selle käesoleva töö autor vaatleb, analüüsib ning arenda 
programmeerimise õpetamise põhiprintsiipe algajatele selles valdkonnas. 
Algajatena määratleb töö autor mitte IT-eriala üliõpilasi, kooliõpilasi ja õpetajaid, 
kes hakkavad õppima programmeerimise aluseid. 

Doktoritöö esimeseks tulemuseks on uus õppestrateegiate kombinatsioon 
- valmis õpetamismudel, mida saab kasutada teiste arvuti kursuste õpetamisel. 
Strateegia edu demonstreerib testirühmade tulemuste tasemete võrdlemine – 
paremaid tulemusi saavutasid need, kelle õpetamisel kasutati väljatöötatud 
strateegiaid võrreldes nendega, keda õpetati tavapärasel viisil.  

Teiseks doktoritöö tulemuseks on väljatöötatud strateegia 
programmeerimise õpetamiseks, mida on rakendatud praktikasse Tallinna 
Tehnikaülikoolis nii informaatika õpetamise kursustel kui ka täiendusõppe 
kursustel. Selle lähenemise peamiseks ideeks on programmeerimise õpetamine 
mudeli põhjal, mis põhineb visuaalsel programmeerimisel ja on integreeritud 
kursusesse enne tõsist programmeerimiskoodi kirjutamist, võimaldades selle läbi 
eelnevalt lihtsalt ja loomulikult selgeks teha modelleerimise ja algoritmimise 
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põhiprintsiibid, mis tagavad teadmiste baasi erinevate programmeerimiskeelte 
õppimiseks. 

Innovaatiline informaatika kursus, milles uuendatud ja täiendatud 
õppematerjalid arvestavad kahte peamist aspekti, eelteadmiste taset ja eelistatud 
õpistiili, on mudelina läbiviidud uuringus. Kursus on suunatud majandus-, 
sotsiaal-, keemia- ja ehitusteaduskonna tudengitele. Hoolimata sellest, et TTÜsse 
sisseastujate IT alaste teadmiste tase on pidevalt halvenenud, on autor suutnud 
välja töötada õpetamismudeli, mis toetab õppureid asjakohaste õppematerjalidega 
ja aitab neil saavutada kõrget teadmiste taset.  

Kokkuvõttes saab öelda, et doktoritöö põhitulemus on uus edukas 
õpetamistehnika üldinformaatika õpetamisel algajatel
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Mironova, O.; Amitan, I.; Vendelin, J.; Saar, M.; Rüütmann, T. (2014). Strategies 
for the Individualization of an Informatics Course. Annals of Computer Science 
and Information Systems, 2: Federated Conference on Computer Science and 
Information Systems, September 7–10, 2014. Warsaw, Poland. IEEE, 835−840.   
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Appendix C 
 

Mironova, O.; Amitan, I.; Vendelin, J.; Vilipõld, J.; Saar, M. (2016). Maximizing 
and personalizing e-learning support for students with different backgrounds and 
preferences. Interactive Technology and Smart Education, 13 (1), 19−35, 
10.1108/ITSE-09-2015-0025. 
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Appendix D 
 

Mironova, O.; Amitan, I.; Vendelin, J.; Vilipõld, J.; Saar, M. (2015). Object-
Oriented Programming for non-IT Students: Starting from Scratch. International 
Journal of Engineering Pedagogy, 5 (4), 22−28, 10.3991/ijep.v5i4.4734. 

 





����������	
�����
���������������������
��
���
����
��
���������	��
	��

�

������������������� �!""�� �#��������
���$����%����!���� �#��"����!��&�&��'�((�)*���*�� (+,*-..+(���'*/0�1*12-1��*�������/!3��*��"��!�3��*�4����5��3��*�4�5�'65��!����*��!!��
!55�������/��%��7��#�
��&��5� 73�
!55���3��%����!����89:;<=>;?@AB�CDBEBFG�CHCBD�IBJKFEGDHGBE�H�GBHLAMFN�HCCDKHLA�MF�NBFBDHO�CDKNDHJJMFN�LKPDEB�QKD�GAB�QMDEG�RBHD�FKFST@�EGPIBFGE�HG�@HOOMFF�UFMVBDEMGR�KQ�@BLAFKOKNRW�XEGKFMHY�@AB�HPGAKDE�EPNNBEG�EKJB�ZHRE�QKD�HLAMBVMFN�[BGGBD�DBEPOGE�MF�CDKNDHJJMFN�MEEPBE�GAHG�HDB�PEPHOOR�LKJCOMLHGBI�QKD�GAB�[BNMFFBDEY��\]̂_̀�a_<b:?K[cBLGSKDMBFGBI�CDKNDHJJMFNW�dLDHGLAW�efgW�hRGAKFY� �*��
����	
�����#��"!��������&��5� 7�!���'�� �!""!�5��%7%��"%3�%$�&�!%���"'$���%3�%"!��'&���%�!�����&�����/���%3�!���'5!7�� �!�������!%�� 57� ��!������5������$��5�/�%����!73����&�!��&�"��!���!��i��j*�k���!��%��� ��i�� ���"!���#�����#��"!��������&��5� 7�'��#�%%���!5%�!����%�!5!��� ������#����&��j��i5�� ��!��$����"'$�������&��5� 7�#�����&���%'���!5�%�%*�l	�"'$�!����!5��&��j�� l��%�!�%j�55��&!��!55�%�$����%�"$%��5�!�����������!�7�#����&��i��j'5!���!���!�5�����'!�����'!����##����/�57�����&���� ��!5�i��5�*��!%�����"'$������$�!�������'��%�&!/����������5$���������!55��&���$����$5!�!��
!55�������/��%��7��#�
��&��5� 73��%����!3�!���&!/����������� �!���������!���$�%���!"���m��#��"!���%n*��
&����#��"!���%�5!%�%��i��%�"�%���%�!����$"�����#�i��j57�%�$�7�&�$�%��%��i�*����$'�%�o���%�p,�-,�%�$����%*��$��� ��&����$�%��i��!''57��5!%%���#!������#!����5!%%���"�"��&��%3� ��$'�i��j�!���5�!���� �����&������5������/����"���*��
&��"!���5�!���� ��$���"�%�����&����#��"!���%���$�%��!���5�%������5�i*���$����%�i&����"'5�����&����$�%���q� ��r$���%��&��#�$��!����%��#�'���5�"�!�!57%�%�!���%7%��"�"���55�� *�q� 	!��!�!57%����5!����%����i����������%�!���'��/�����!����!5��#����&��!5 ����&"%�!���"��&��%�!''5���*��q� �%�#!"�5�!��i��&��&���!�$����#��!�!�!���������%�!����!��%'���#7��&�"�!���$%���&�"����'�� �!"%*�q� �%�#!"�5�!��i��&�!����!����%������$%�� �4��(�7�&���!�����s�!���/��7���! �!"%�"!���!���/����%����$���� ����'�� �!"%�!���!5 ����&"%*�q� �%�#!"�5�!��i��&��&���!�$���!���"!��������'�%��#�����������������'�� �!""�� *�q� 	!����"'�%��'�� �!"%����%�%��� ��#�"$5��'5��'�����$��%�!����� !��o���!�!�#5�i����i�����&�"*�q� 	!��$%�� �!'&��!5�������%����'�� �!"%t���/�5�'�%�!5�����!i�� %�!���%�&�"�%3�"�/�"���%3�!���!��"!��������4��*�


&����$�%��%�!��%�i��&�!''5��!�������/�5�'"��������&����/����"�����#� ����!5�'$�'�%��!''5��!�����%�#�i!���%$�&�!%����$"����!���%'��!�%&����'����%%�� *�
&��%������'!����%���/���������$�5��� �!5 ����&"%�!���'�� �!""�� *�
&��!�"��#��&�%�'!����%������/�5�'�5� ��!53�!�!57���!5�!���!5 ����&"�����!%���� �%j�55%�!%�i�55�!%��&��!��5��7������/�%�� !���'���5�"%�!����!%j%����!�%7%��"!����i!7*�
&����$�%��!�"%�!����!�&�� ��&����%$5�%�����i����##�������$���� &�57�5��j���i!7%��5�!���� ����$����%�!����&������������������!''��!�&�����&����%���'������#���##�����������'�%�!��� ����� �����%%!�7�%j�55%�����$�5��� �!5 ����&"%*����&�%j�55%�&!/���������"'5�"���������%�"'5��!''5��!����%*����%&�$5�����"����������&!���&����#��"!���%���$�%��%��"%��������!�&���%�'&�%���!����#���"�%���#��&�������
�%�$����%*�
&��"!����%%$�%������!�&�� ��&��%$������&!/���������5���!����!���%7%��"�o������u+v3�upv*���i�/��3�i��%��55�#!���%�"��'���5�"%*�	��%�r$���573�i����7�����"'��/���&����$�%����������#��"�7�!�����7�!��!���#��"�%'���!5��7����%'���!5��7����#�����&����%��"��&��%����!�&��/���&�� �!5%*��#����%�/��!5�7�!�%w��)'���������i��"!���!5 ����&"���5!� $! �%�i�����&�%���#������!��� �!''5��!����%*�
&�%��!����7�&���!���4�%$!5��!%���#����''5��!����%�x4��y*�k��&!/����##��������!%��%�i&7�i��'��#�����������&����&��3��$���&����!���!�5����#��&�� %��&!��%&�$5��������%�������!���"!%��������#���&!��*���*�
�����4��k����
���	����
���
��
�����
���	����
���
��	���������������7�!�%3�%�/��!5���$�����%�&!/���!�������$���&���$ &���/�%�� !����%��#��&��$%���#���#��"!��������&��5� 7�!�����$�%�%������"'$����%������������##������%�&��5%*���!57%�%�&!/��%&�i���&!��"�%���#��&����$�%�%��������"�����&������%*��%�!���%$5�3�%�/��!5���i��$����$5!�&!/�������'��'�%�������"'��/���&��%��$!����*�����p,++��&����i�	��%�!��!��3�l	�
��z�+p�	�"'$��������������!��!��%l�i!%����!����u-v*����%��%��$���&���!%�����r$���"���%�#����&��/!���$%�!��!%�!���5�/�5%��#��&���$����$5!*����$"�����#���$�%�%�!���%$������%755!�$%�%�i�������!��������&�%��!%�%*������#��&��"�%���$�%�!���� ��%��&����i�	��%755!�$%�m���	�"'$������������������'5�%n�u1v����!����$������&��%$''�����#����!����!5�����������$��!�����x��y*�
&��i��j�%�!��������p,++�!����&����$�%���%�'5!�������������"'5��������p,+{*�
&�����$"���%�"���������!��/��!����!%�������&����������#�l	�"'$�!����!5�
&��j�� l3�i&��&���#���%� ����!5�'�����'5�%�#�����%������ ��&��'���5�"%�!���%�5/�� ��&�"��7�"�!�%��#�%�#�i!���%7%��"%3����5$��� �%$�&������'�%�!%�!�%��!������!���"���55�� 3�!5 ����&"%3��!�!�!�����#��"!����3�'�� �!""�� 3���""$���!��� �!�����55!���!��� *���5!� ��'!����#��&�������'�%��%���5!�������!5 ����&"%�!���'�� �!""�� �u0v*�|| }~~�����������������

















 

149 

Appendix E 
 

Mironova, O.; Amitan, I.; Vilipõld, J.; Saar, M. (2016). Active learning methods 
in programming for non-IT students. Proceedings of International Conference on 
e-Learning 2016: 10th International Conference on e-Learning; Funchal, 
Madeira, Portugal; 1 – 3 July 2016. IADIS Press, 239−242.
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Appendix F 
Course code: IDK0021 

Course title: Informatics I 

ECTS credits: 4.00 

Assessment form: Pass/fail assessment 

Language: Estonian, English 

Teaching semester: autumn 

Course aims: "To develop logical, systematic and algorithmic reasoning skills 
and to further the ability of investigating in a systematic way the problems and 
tasks at hand. 
" To teach the fundamentals of the principles, methods and tools for creating 
applications, and to equip one with the skills of creating applications for 
processing economic data. 

Brief description of the course: The topic of the course is application 
development in the environment of general-purpose application software. 
During the course the main principles of application creation as well as its 
methods, tools and principal phases (problem specification, analysis, design, 
and realization) are considered.  
Central part of the course is devoted to creating applications for processing and 
analyzing data tables (e.g., Excel) - its common principles, methods and tools. 
The topics covered include data types and organization, expressions, formulas, 
named ranges, structure of tables, graphs, data sorting, queries, generation of 
total tables, communication between tables, and the creation and use of data 
models. 
Basics of economic and statistical models are considered. 

Learning outcomes in the course: " Acquires the foundations of independent 
working skills. 
" Can, in a logical and argued manner, justify the feasibility of tools and 
methods chosen for problem-solving. 
" Has basic knowledge and skills for describing and modelling data and 
processes. 
" Is familiar with the principles, methods and tools for creating documents. 
" Is familiar and can use basic knowledge for specifying, modelling, and 
designing documents. 
" Is familiar with common principles, methods and tools for creating 
applications and can use them for processing and analyzing data tables. 
" Has and can use basic knowledge of economic and statistical models. 
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Type of assessment: To receive the credits for the course, 3-4 homework 
assignments have to be submitted and defended and 1-2 current assignments or 
tests have to be passed. The number of homework assignments, current 
assignments and tests, as well as their content, are specified in the beginning of 
the semester.  
In order to receive credits, all homework assignments have to be defended and 
all current assignments and tests have to be accomplished. The evaluation of 
homework - passed or failed - is given based on the defence. In order to reach 
the threshold, the student's knowledge and skills on the topic of the respective 
assignment have to be at least 60%. There will be an additional test on the topic 
of homework assignments, current assignments and tests that have not been 
handed in on time, or have not been defended.  

Study literature: I. Amitan, J. Vilipõld. MS Excel. Rakenduste loomise 
põhielemendid. Tallinn, TTÜ 
J. Vilipõld. MS Excel. Rakenduste arendussüsteem Visual Basic. Tallinn. TTÜ 
E-õppele orienteeritud materjalid Web_is: e-õpikud, ekraanivisioonid, harjutus 

Prerequisite(s):  

Work load:  

 Full-time studies Distance learning 

Lectures  1.0  0.0 

Practices  2.0 26.0 

Exercises  0.0  0.0 

Independent study: Independent studying is done in the form of working with 
the theoretical materials and preparing the homework assignments. The amount 
of work in stationary form - 48 hours, in non-stationary form - 80 hours. 

Confirmed: 11.05.2009 

Study programmes that contain the course: HAAB02/09, HAAB02/11, 
HAJB08/09, HAJB08/12, HAJB08/14, HAKB02/09, HAKB02/10, 
HAKB02/14, TAAB02/09, TAAB02/15, TABB02/09, TASB08/09, 
TASB08/10, TASB08/12, TASB08/13, TASB08/14, TASB08/15, TASB08/16 
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Appendix G 
Course code: IDK0022 

Course title: Informatics II 

ECTS credits: 4.00 

Assessment form: Graded assessment 

Language: Estonian, English 

Teaching semester: spring 

Course aims:  To develop logical, systematic and algorithmic reasoning skills 
and to further the ability of investigating in a systematic way the problems and 
tasks at hand. 
 To give the fundamental knowledge and basic skills of object-oriented 
programming and the use of the VBA development tools of mainstream 
application software (e.g., Excel) for creating applications. 

Brief description of the course: The course addresses application creation in 
the VBA development environment using MS Excel. Basic principles, methods, 
and means of application creation and application lifecycle stages (specification, 
analysis, design, and realization) are covered. Object-oriented (OO) modelling 
and the UML language are important methods and means covered by the 
course. In the course of the study the following skills and knowledge are further 
developed: the use of objects and their properties, methods, and events; the 
control of program flow (choices and repetitions, parallel processes); multi-
procedural programs, the use of parameters, arguments, and joint data for 
organizing data flow between procedures, the use of tables and arrays in 
programs, and the composition and presentation of algorithms. The main kinds 
of MS Excel applications are considered, as well as the class diagram, the 
referencing of objects and their properties and methods and the use of events 
and event procedures.  
The nature of graphical objects, their properties, and methods are  examined. 
Emphasis is put on processing arrays and dynamic tables. Their creation, 
editing, and linking are considered, as well as the programmatic creation and 
alteration of diagrams and graphs based on them. Separately are treated user 
forms. 

Learning outcomes in the course:  Acquires the foundations of problem 
analysis and system modelling 
 Can analyze relations between systems and objects and provide rationale for 
the algorithms and methods applied.  
 Is familiar with the nature of data and objects and can specify and use them in 
programs.  
 Is familiar with and can describe using VBA and UML activity diagrams the 
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main activities occurring in programs and algorithms. 
 Can organize data communication between programs and worksheet tables and 
create and design user forms. 
 Can compose programs consisting of multiple procedures and organize data 
flow between them.  
 Can use graphical objects in programs and develop in VBA their movements 
and animation and drawings and schemes.  
 Can process typical tables and arrays of economic data by using VBA 
programs. 

Type of assessment: To receive credits for the course, 3-4 homework 
assignments have to be submitted and defended and current assignments or tests 
have to be passed. The number of homework assignments, current assignments 
and tests, as well as their content, are specified in the beginning of the semester.  
In order to fulfill the prerequisites for the subject, all homework assignments 
have to be defended and a given number of points from tests and running 
assignments has to be received. The evaluation of homework - passed or failed - 
is given based on the defense. To reach the threshold, the knowledge and skills 
on the topic of the respective assignment or test have to be at least 60%.  
In case of timely submission and successful defending of homework 
assignments and running assignments there is an opportunity of the possibility 
of determining the result in case of a very successful defending. 

Study literature: Vilipõld, J. MS Excel. Rakenduste arendussüsteem Visual 
Basic. Tallinn. TTÜ 
E-õppele orienteeritud materjalid Web'is: e-õpikud, ekraanivisioonid, 
harjutusvihikud, näited ja demod. 

Prerequisite(s): IDK0021 

Work load:  

 Full-time studies Distance learning 

Lectures  1.0  0.0 

Practices  2.0 26.0 

Exercises  0.0  0.0 

Independent study: Independent studying is performed in the form of working 
with the theoretical materials and preparing the homework assignments. The 
amount of work in stationary form - 48 hours, in non-stationary form - 80 hours. 

Confirmed: 11.05.2009 

Study programmes that contain the course: HAAB02/09, HAAB02/11, 
HAJB08/09, HAJB08/12, HAKB02/09, HAKB02/10, HAKB02/14, TAAB02/09, 
TAAB02/15, TABB02/09, TASB08/09, TASB08/14, TASB08/15, TASB08/16 
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Appendix H 
Course code: IDK0091 

Course title: Informatics I (engineering) 

ECTS credits: 4.00 

Assessment form: Pass/fail assessment 

Language: Estonian, Russian 

Teaching semester: autumn 

Course aims: To develop logical and analytical reasoning skills and to further 
the ability of investigating the problems and tasks at hand, in a systematic way. 
o teach the fundamentals of application creation principles, methods and tools, 
and to equip one with the skills of creating applications in a spreadsheet 
environment. 

Brief description of the course: The main topic of the course is application 
development in the spreadsheet environment. 
In the beginning of the course the main principles of application creation as well 
as its methods, tools and principal phases are considered. Object-oriented (OO) 
modelling and the UML language receive central attention. 
The environment is considered according to OO principles. While considering 
data, formulas and functions, the emphasis is first and foremost put on problems 
and applications arising in the field of engineering: mathematical formulas with 
complex structure and with different functions, logical expressions and 
conditional formulas etc.   
The use of tables has a central place in the course. The typical structures of the 
tables; the use of names and formulas in the tables; validation; the means for 
organizing tables, presenting queries, calculating summaries and totals are 
considered. Students also work  with multiple linked tables, and data models 
resembling structures used in databases are described.  
A part of the course is also an introduction to programming and the 
development system Visual Basic for Applications (VBA). Different types of 
programs and procedures are considered, also the use of simpler objects. 

Learning outcomes in the course: - Acquires the foundations of independent 
working skills. 
- Can, in a logical and argued manner, justify the feasibility of tools and 
methods chosen for problem-solving. 
- Is familiar with the principles of creating applications as well as the methods 
and tools used for it, and with the principal phases of the development process.  
- Is familiar with the capabilities of mainstream application software and 
environments and can use these (esp. spreadsheet software) efficiently to create 
applications. 
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- Can use different types of data, also formulas, expressions and internal 
functions of spreadsheet software (esp. Excel) in order to solve problems arising 
in the field of engineering. 
- Can create applications by using spreadsheet programs consisting of multiple 
linked tables that use formulas, validation, and lookup functions as well as table 
processing and data analysis tools. 
- Is familiar with the principles of programmatic control, has a general idea of 
the nature of processes occurring in programs and can create simpler programs 
in Visual Basic for Applications (VBA). 

Type of assessment: To receive credits for the course, 3-4 homework 
assignments have to be submitted and defended and 3-4 current assignments or 
tests have to be passed. The number of homework assignments, current 
assignments and tests, as well as their content, are specified in the beginning of 
the semester.  
For receiving credits, all homework assignments have to be defended and a 
given number of points from tests and running assignments has to be received. 
The evaluation of homework - passed or not passed - is given based on the 
defense. In order to reach the threshold, the knowledge and skills on the topic of 
the respective assignment or test have to be at least 60%. 
There will be an additional test on homeworks, assignments and tests that have 
not been handed in on time or have not been defended. 

Study literature: 1. I. Amitan, J. Vilipõld. MS Excel. Rakenduste loomise 
põhielemendid. Tallinn, TTÜ 
2. J. Vilipõld. MS Excel. Rakenduste arendussüsteem Visual Basic. Tallinn. 
TTÜ 
3. E-õppele orienteeritud materjalid Web_is: e-õpikud, ekraanivisioonid jm.  

Prerequisite(s):  

Work load:  

 Full-time studies Distance learning 

Lectures  1.0  0.0 

Practices  2.0 16.0 

Exercises  0.0  0.0 

Independent study: Independent studying is accomplished in the form of 
working with the theoretical materials and preparing the homework 
assignments. The amount of work in stationary form is 48 hours and in non-
stationary form - 80 hours. 

Confirmed: 28.11.2008 
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Study programmes that contain the course: AAAB02/09, AAGB02/09, 
AAVB02/09, EAEI02/09, EAEI02/15, EAKI02/09, EAKI02/15, EALB02/09, 
EALB02/12, EALB02/14, EATI02/09, EATI02/15, YAEB14/15, YAFB02/09, 
YAFB02/16, YAGB02/09, YAGB02/11, YAMB11/11, YASB02/09 
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Appendix I 
Course code: IDK0092 

Course title: Informatics II (engineering) 

ECTS credits: 4.00 

Assessment form: Graded assessment 

Language: Estonian, Russian 

Teaching semester: spring 

Course aims: To develop logical, analytical and algorithmic reasoning skills 
and to further the ability of investigating in a systematic way the problems and 
tasks at hand. 
To give the fundamental knowledge and basic skills of object-oriented 
programming and the use of the development tools of mainstream application 
software (esp. VBA) for creating applications. 

Brief description of the course: In the course of the study the following 
programming related skills and knowledge are furthered and made more 
specific in an object oriented environment: the use of objects and their 
properties, methods, and events; the control of program flow (choices and 
repetitions, parallel processes); multi-procedural programs, the use of 
parameters, arguments, and joint data for organizing data flow between 
procedures; the use of tables and arrays in programs; the composition and 
presentation of algorithms.  
The main kinds of MS Excel applications are considered, as well as the class 
diagram, the referencing of objects and their properties and methods and the use 
of events and event procedures. 
The nature of graphical objects, their properties, and methods are thoroughly 
examined. Topics of computer graphics are introduced: computer screen units, 
the use of different coordinate systems, coordinate conversion, drawing of 
scaled figures and schemes, the programming of movement of graphical objects 
and animation, etc. 
Emphasis is put on processing arrays and dynamic tables. Their creation, 
editing, and linking are considered, as well as the programmatic creation and 
alteration of diagrams and graphs based on them. Programs studying functions 
and depicting them graphically are considered. 

Learning outcomes in the course: - Acquires the foundations of problem 
analysis and system modelling. 
- Can analyze relations between systems and objects and provide rationale for 
the algorithms and methods applied.  
- Is familiar with the nature of data and objects and can specify them and use 
them in programs. 
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- Is familiar with and can describe using VBA and UML activity diagrams main 
activities occurring in programs and algorithms. 
- Is familiar with the nature and main concepts of object-oriented programming and 
can use object class diagrams. 
- Can compose programs consisting of multiple procedures and organize data flow 
between them.  
- Can use graphical objects in programs; develop scaled drawings and schemes, 
movements, and animation in VBA.  
- Can process tables and arrays by using VBA programs.  

Type of assessment: To receive credits for the course, 3-4 homework assignments 
have to be submitted and defended and 3-4 current assignments or tests have to be 
passed. The number of homework assignments, current assignments and tests, as 
well as their content, are specified in the beginning of the semester.  
In order to fulfil the prerequisites for the exam, all homework assignments have to 
be defended and a given number of points from tests and running assignments has 
to be received. The evaluation of homework - passed or failed - is given based on 
the defense. To reach the threshold, the knowledge and skills on the topic of the 
respective assignment or test have to be at least 60%. 
the possibility of determining the examination result in case of a very successful 
defending. 

Study literature: 1. J. Vilipõld. MS Excel. Rakenduste arendussüsteem Visual 
Basic. Tallinn, TTÜ. 
2. E-õppele orienteeritud materjalid Webis: e-õpikud, ekraanivisioonid, 
harjutusvihikud, näited ja demod. 

Prerequisite(s): IDK0091 

Work load:  

 Full-time studies Distance learning 

Lectures  1.0  0.0 

Practices  2.0 16.0 

Exercises  0.0  0.0 

Independent study: Independent studying is performed by working with the 
theoretical materials and preparing the homework assignments. The amount of 
work in stationary form - 48 hours, in non-stationary form - 80 hours. 

Confirmed: 11.12.2008 

Study programmes that contain the course: AAAB02/09, AAGB02/09, 
AAVB02/09, EAEI02/09, EAEI02/15, EAKI02/09, EAKI02/15, EALB02/09, 
EALB02/12, EALB02/14, EATI02/09, EATI02/15, MAHB02/09, MASB02/09, 
MASB02/15, MATB02/09, YAEB14/15, YAFB02/09, YAMB11/11 
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Appendix J 
Assestment method and assestment criteria in Computer Science Basics cours
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Appendix K 

Table 1 Reference group’s results 

September 2013 September 2014 January 2014 January 2015 

x f x f x f x  f

17 1 12 1 59 1 46 1 

22 1 14 1 60 5 50 1 

23 2 17 2 62 2 54 2 

25 2 18 1 63 1 56 4 

28 1 19 6 64 3 57 1 

30 1 21 4 65 2 60 1 

32 1 22 1 66 5 62 1 

33 2 23 1 67 2 63 2 

34 1 24 1 68 3 64 1 

36 2 26 1 69 2 65 4 

38 2 27 1 70 3 66 1 

39 1 28 3 71 2 67 3 

40 2 29 3 72 5 68 2 

41 1 31 2 73 2 69 2 

42 3 32 6 74 3 70 1 

43 1 34 5 75 1 71 3 

44 6 35 2 76 4 72 1 

46 6 37 3 77 1 74 1 
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47 2 42 2 78 7 75 8 

48 3 43 3 79 4 76 7 

50 4 44 1 80 1 77 1 

51 3 45 4 81 1 78 1 

52 1 50 1 82 3 79 2 

53 2 52 1 84 6 80 2 

54 4 53 1 86 1 81 2 

55 6 54 4 87 1 82 1 

56 2 56 1 91 1 85 1 

57 2 60 1 92 3 86 2 

58 1 61 2 94 1 87 7 

59 6 62 1 96 4 88 1 

60 2 64 1 98 2 96 1 

61 3 65 1 99 1 98 2 

63 1 67 1 100 6 99 1 

64 1 69 1 100 4 

65 2 73 1 

67 1 74 1 

68 1 76 2 

69 2 82 1 

74 2 

78 1 
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79 1 

Table 2 Test group’s results 

September 2013 September 2014 January 2014 January 2015 

x f x f x f x f

20 1 15 1 71 1 56 1 

23 1 17 3 75 1 67 1 

24 1 19 2 76 1 68 1 

27 1 21 4 77 2 69 1 

28 3 22 5 78 1 72 2 

30 1 23 1 79 4 76 2 

32 1 24 3 80 4 78 2 

33 1 25 3 81 4 79 6 

34 2 26 1 82 2 80 1 

35 2 27 4 83 1 81 1 

36 1 29 2 85 1 82 1 

37 1 31 4 86 4 83 1 

38 2 32 2 87 3 84 1 

39 1 34 3 88 3 85 3 

40 6 36 1 89 5 86 2 

42 3 38 2 90 7 87 2 
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43 2 39 2 91 4 88 3 

44 8 41 1 92 6 89 5 

46 4 42 1 93 2 91 2 

47 3 43 6 94 3 92 1 

48 7 45 3 95 1 93 3 

49 2 47 1 96 2 94 5 

50 1 50 1 98 16 95 4 

51 2 51 2 100 11 96 4 

52 4 52 1 97 4 

53 2 53 2 98 8 

54 3 54 1 99 2 

55 7 56 1 100 6 

56 2 60 1 

57 1 61 1 

58 1 65 1 

59 2 67 2 

61 3 69 1 

63 4 71 1 

69 2 72 1 

71 1 74 1 

75 1

78 1
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83 1

Table 3 Theoretical t values 

Degrees of 
freedom 

Probability 
0,1 0,05 0,01 0,001 

 1,65 1,96 2,58 3,29 



174 

Appendix L 

Table 4 Exams results during the experiment 

Academic 
year 

Number of 
students who 
did not attend 

the exam 

Grades Total 
number 

of 
students

Number of 
students 

who attend 
the exam 

Average 
grade 0 1 2 3 4 5 

2010/11 13 7 15 35 98 7 0 175 162 2,5 

2011/12 10 6 13 25 99 19 2 174 164 2,7 

2012/13 5 7 3 17 113 19 15 179 174 3,0 

2013/14 2 0 0 7 37 89 43 178 176 4,0 

2014/15 2 0 0 3 12 84 49 150 148 4,2 

2015/16 1 0 0 2 9 46 50 108 107 4,3 
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